# Самостоятельная работа 3. АЛГОРИТМЫ СЖАТИЯ ДАННЫХ. ПОМЕХОУСТОЙЧИВОЕ КОДИРОВАНИЕ

**Цель**: ознакомиться с принципами кодтрования информации для ее хранения и передачи; изучить основные виды и алгоритмы сжатия данных и научиться решать задачи сжатия данных по методу Хаффмана и LZW; получить представление о помехоустойчивом кодировании, рассмотреть коды Хэмминга, корректирующие 1 ошибку.

**Методические указания к выполнению работы.**

Все задания снабжены теоретическими сведениями и примерами решения задач.Этого, по-моему, достаточно для успешного выполнения задания. Дополнительные сведения можно получить из источников, указанных в списке литературы. Внимательно ознакомьтесь с теорией.

Всего в работе 3 задания. Задания выполняется в тетради, на титульном листе указываете ФИО студента, группу, вариант и текст задания. Вариант выбирается по вашему номеру в списке группы.

Критерии оценивания. За каждое задание максимум вы можете получить 3 балла (максимум в сумме 9 баллов) = 2 балла за задачу + 1 балл за ответы на контрольные вопросы. 2 балла – задача решена верно и правильно оформлена, 1 балл – в принципе задача решена, но имеются ошибки или неаккуратное оформление, 0 баллов – задача не решена или решена неверно.

Задание должно быть сдано в указанные сроки. При задержке сдачи работы более 2 недель оценка автоматически снижается на 2% за каждую неделю задержки.
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## 1. Cжатие данных

Основоположником науки о сжатии информации принято считать Клода Шеннона. Его теорема об оптимальном кодировании показывает, к чему нужно стремиться при кодировании информации и насколько та или иная информация при этом сожмется. Кроме того, им были проведены опыты по эмпирической оценке избыточности английского текста. Шеннон предлагал людям угадывать следующую букву и оценивал вероятность правильного угадывания. На основе ряда опытов он пришел к выводу, что количество информации в английском тексте колеблется в пределах 0,6 – 1,3 бита на символ. Несмотря на то, что результаты исследований Шеннона были по-настоящему востребованы лишь десятилетия спустя, трудно переоценить их значение.

1. [Код Хаффмана](#задание1)  (*34 балла*)
2. [Сжатие алгоритмом LZW](#задание2) (33 балла)
3. [Обнаружить и исправить ошибку в принятых данных с помощью кода Хэмминга](#Задание3) (33 балла)

**Сжатие данных** – *это процесс, обеспечивающий уменьшение объема данных путем сокращения их избыточности.*

Сжатие данных связано с компактным расположением порций данных стандартного размера. Сжатие данных можно разделить на два основных типа:

*Сжатие без потерь (полностью обратимое)* – это метод сжатия данных, при котором ранее закодированная порция данных восстанавливается после их распаковки полностью без внесения изменений. Для каждого типа данных, как правило, существуют свои оптимальные алгоритмы сжатия без потерь.

*Сжатие с потерями* – это метод сжатия данных, при котором для обеспечения максимальной степени сжатия исходного массива данных часть содержащихся в нем данных отбрасывается. Для текстовых, числовых и табличных данных использование программ, реализующих подобные методы сжатия, является неприемлемыми. В основном такие алгоритмы применяются для сжатия аудио- и видеоданных, статических изображений.

**Алгоритм сжатия данных (алгоритм архивации)** – это алгоритм, который устраняет избыточность записи данных.

Введем ряд определений, которые будут использоваться далее в изложении материала.

**Алфавит кода** – множество всех символов входного потока. При сжатии англоязычных текстов обычно используют множество из 128 ASCII кодов. При сжатии изображений множество значений пикселя может содержать 2, 16, 256 или другое количество элементов.

**Кодовый символ** – наименьшая единица данных, подлежащая сжатию. Обычно символ – это 1 байт, но он может быть битом, тритом {0,1,2}, или чем-либо еще.

**Кодовое слово** – это последовательность кодовых символов из алфавита кода. Если все слова имеют одинаковую длину (число символов), то такой код называется *равномерным (фиксированной длины)*, а если же допускаются слова разной длины, то – *неравномерным (переменной длины)*.

Код – полное множество слов.

**Токен** – единица данных, записываемая в сжатый поток некоторым алгоритмом сжатия. Токен состоит из нескольких полей фиксированной или переменной длины.

**Фраза** – фрагмент данных, помещаемый в словарь для дальнейшего использования в сжатии.

**Кодирование** – процесс сжатия данных.

**Декодирование** – обратный кодированию процесс, при котором осуществляется восстановление данных.

**Отношение сжатия** – одна из наиболее часто используемых величин для обозначения эффективности метода сжатия.

|  |  |
| --- | --- |
| \textit{Отношение сжатия} = \frac{\textit{размер выходного потока}}{\textit{размер входного потока}} | (1) |

Значение 0,6 означает, что данные занимают 60% от первоначального объема. Значения больше 1 означают, что выходной поток больше входного (отрицательное сжатие, или расширение).

**Коэффициент сжатия** – величина, обратная отношению сжатия.

|  |  |
| --- | --- |
| \textit{Коэффициент сжатия} = \frac{\textit{размер входного потока}}{\textit{размер выходного потока}} | (2) |

Значения больше 1 обозначают сжатие, а значения меньше 1 – расширение.

**Средняя длина кодового слова** – это величина, которая вычисляется как взвешенная вероятностями сумма длин всех кодовых слов.

|  |  |
| --- | --- |
| *L*cp=*p*1*L*1+*p*2*L*2+...+*p*n*L*n, | (3) |

где *p*1, *p*2, …, *p*n  – вероятности кодовых слов;

*L*1,*L*2,...,*L*n – длины кодовых слов.

Существуют два основных способа проведения сжатия.

***Статистические методы*** – методы сжатия, присваивающие коды переменной длины символам входного потока, причем более короткие коды присваиваются символам или группам символам, имеющим большую вероятность появления во входном потоке. Лучшие статистические методы применяют кодирование Хаффмана.

***Словарное сжатие***– это методы сжатия, хранящие фрагменты данных в "словаре" (некоторая структура данных). Если строка новых данных, поступающих на вход, идентична какому-либо фрагменту, уже находящемуся в словаре, в выходной поток помещается указатель на этот фрагмент. Лучшие словарные методы применяют метод Зива-Лемпела.

Рассмотрим несколько известных алгоритмов сжатия данных более подробно.

### 1.1 Метод Хафмана. Оптимальное префиксное кодирование

Этот алгоритм кодирования информации был предложен Д.А. Хаффманом в 1952 году. **Хаффмановское кодирование (сжатие)** – это широко используемый метод сжатия, присваивающий символам алфавита коды переменной длины, основываясь на вероятностях появления этих символов.

Идея алгоритма состоит в следующем: зная вероятности вхождения символов в исходный текст, можно описать процедуру построения кодов переменной длины, состоящих из целого количества битов. Символам с большей вероятностью присваиваются более короткие коды. Таким образом, в этом методе при сжатии данных каждому символу присваивается оптимальный префиксный код, основанный на вероятности его появления в тексте.

**Префиксный код** – это код, в котором никакое кодовое слово не является префиксом любого другого кодового слова. Эти коды имеют переменную длину.

**Оптимальный префиксный код** – это префиксный код, имеющий минимальную среднюю длину.

***Алгоритм Хаффмана*** можно разделить на два этапа.

Определение вероятности появления символов в исходном тексте.

Первоначально необходимо прочитать исходный текст полностью и подсчитать вероятности появления символов в нем (иногда подсчитывают, сколько раз встречается каждый символ). Если при этом учитываются все 256 символов, то не будет разницы в сжатии текстового или файла иного формата.

Нахождение оптимального префиксного кода.

Далее находятся два символа *a* и *b* с наименьшими вероятностями появления и заменяются одним фиктивным символом *x*, который имеет вероятность появления, равную сумме вероятностей появления символов *a* и *b*. Затем, используя эту процедуру рекурсивно, находится оптимальный префиксный код для меньшего множества символов (где символы *a* и *b* заменены одним символом *x*). Код для исходного множества символов получается из кодов замещающих символов путем добавления 0 или 1 перед кодом замещающего символа, и эти два новых кода принимаются как коды заменяемых символов.

*Пример 1*. Вероятности появления символов алфавита A={*a*,*b*,*c*,*d*,*e*} равны:

*pa*=0,3; *pb*=0,15; *pc*=0,2; *pd*=0,1; *pe*=0,25.

Наименьшие вероятности имеют *d* и *b*, заменяем их символом *x*∈{*d*,*b*}, вероятность *px*=0,1+0,15=0,25. Далее на множестве символов {*x*, *c*, *e*, *a*} снова находим пару с наименьшей вероятностью, это будет *c* и *e*, заменим ее символом *y*, вероятность появления которого *py*=*pc*+*pe*=0,2+0,22=0,42. Наконец, на множестве символов {*x*,*y*,*a*} находим пару с наименьшей вероятностью появления, это – символы *x* и *a*, заменяем их символом *z*, *pz*=*px*+*pa*=0,58. Результат показан на рисунке 1.

Осталось 2 символа: *y* и *z*, условимся символу с меньшей вероятностью приписывать префикс 0, а с большей 1. Код символа *y* начинается с 0, а символа *z* – с 1. Символ *y* заменяет символы *c* и *e*, первая цифра кода у обоих 0, вторая у символа *c* – 0, у символа *e* – 1. Коды для символа *z* и всех подчиненных символов: *x*, *d, b*,*a* строим аналогично. Получили следующую таблицу кодировки символов:

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| Символ | *d* | *b* | *c* | *e* | *a* |
| Вероятность | 0,1 | 0,15 | 0,2 | 0,25 | 0,3 |
| Код | 01 | 101 | 00 | 100 | 11 |
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Рисунок 1 – Построение кода Хаффмана

Сравним средний объем информации по Шеннону и среднюю длину кода сообщения:

*I* =

=0,33\*2+0,15\*3+0,2\*2+0,1\*3+0,22\*2=2,37

Видим, что в среднем объем данных близок к количеству информации в сообщении, но все-таки немного больше.

Сравним среднюю длину сообщения (в битах) при кодировании сообщения кодами постоянной длины и кодами Хафмана.

Для кодирования 5 символов алфавита достаточно ⎤log25⎡=3 бита. Длина сообщения, приходящаяся на 1 символ передаваемых данных постоянна и равна 3.

Для неравномерных кодов видим, что с вероятностью p2=0, 33+0,2+0,1=0,63 длина кода составит 2 бита, и с вероятностью p3=0,15+0,22=0,37 длина кода будет 3 бита. Соответственно средняя длина кода для передачи одного символа равна: 0,63\*2+0,37\*3=2,37 бита.

Коэффициент сжатия=3/2,37=1,27

Поскольку при построении дерева кода Хаффмана может возникнуть некоторый произвол, для выбора оптимального варианта кода используют дисперсию. Дисперсия показывает, насколько сильно отклоняются длины индивидуальных кодов от их средней величины. Лучшим будет код с наименьшей дисперсией.

Дисперсия рассчитывается по формуле:

Для полученного кода дисперсия будет равна

*D* = 0,33\*(2-2,37)2+0,15\*(3-2,37)2+0,2\*(2-2,37)2+0,1\*(3-2,37)2+0,22\*2-2,37)2≈1,2.

Для уменьшения дисперсии кода существует правило: *когда на дереве имеется более двух узлов с наименьшей вероятностью, следует объединять символы с наибольшей и наименьшей вероятностью*; это сокращает общую дисперсию кода.

Коды Хаффмана имеют уникальный префикс, что и позволяет однозначно их декодировать, несмотря на их переменную длину.

Закодируем текст *abbcdaae*, код сообщения: 1110110100100111101.

Начинаем раскодировать: Первая цифра 1, с 1 начинаются коды символов *a*, *b*, *d*. Смотрим вторую цифру, это 1. Коду 11 подходит только буква *a*.

Следующая цифра 1, аналогично, возможны буквы *a*, *b*, *d*. Следующая цифра 0. Коду 10.. удовлетворяют символы *b*, *d*. Следующая цифра 1 однозначно указывает на символ *b*, имеющий код 101.

Получаем строку *ab*…. Убедитесь самостоятельно, что расшифровка однозначна и дает исходную строку.

Сжатие получается за счет того, что символам, которые имеют большую вероятность, ставятся в соответствие коды меньшей длины.

Алгоритм Хаффмана универсальный, его можно применять для сжатия данных любых типов, но он малоэффективен для файлов маленьких размеров (за счет необходимости сохранения словаря). В настоящее время данный метод практически не применяется в чистом виде, обычно используется как один из этапов сжатия в более сложных схемах. Это единственный алгоритм, который не увеличивает размер исходных данных в худшем случае (если не считать необходимости хранить таблицу перекодировки вместе с файлом).

1. Код Хаффмана
2. В качестве исходной строки текста выбрать «Фамилия Имя Отчество» студента (с пробелами).
3. Сформировать алфавит фразы, посчитать количество вхождений символов и их вероятности появления.
4. Отсортировать алфавит в порядке убывания вероятности появления символов.
5. Построить дерево кодирования (см. рис. 1).
6. Упорядочить построенное дерево слева-направо (при необходимости). Присвоить ветвям коды. Определить коды символов (см. рис. 1).
7. Закодировать исходную строку.
8. Рассчитать коэффициенты сжатия относительно кодировки ASCII и относительно равномерного кода.
9. Рассчитать среднюю длину полученного кода и его дисперсию.

**Контрольные вопросы**

1. Порядок работы алгоритма Хаффмана.
2. Построение оптимального кодового дерева.
3. Средняя длина кода и ее расчет.
4. Дисперсия кода и ее расчет.
5. Является ли код Хаффмана оптимальным кодированием?
6. Является ли код Хаффмана алфавитным кодированием?
7. Как упорядочены вероятности при кодировании с помощью кода Хаффмана?
8. Что такое оптимальная длина кодирования?
9. Что такое «энтропия»?
10. Каковы вероятности в случае максимальной энтропии?
11. В каком случае количество информации равно нулю?
12. В каком случае кодирования сообщения избыточность кода будет сколь угодно близкой к нулю?

### 1.2 Алгоритм LZW

**Алгори́тм** Ле́мпеля — Зи́ва — Ве́лча — это универсальный **алгоритм** сжатия данных без потерь, созданный Авраамом Лемпелем, Яаковом Зивом и Терри Велчем. Он был опубликован Велчем в 1984 году.

#### Применение

Опубликование алгоритма LZW произвело большое впечатление на всех специалистов по сжатию информации. За этим последовало большое количество программ и приложений с различными вариантами этого метода.

Этот метод позволяет достичь одну из наилучших степеней сжатия среди других существующих методов сжатия графических данных, при полном отсутствии потерь или искажений в исходных файлах. В настоящее время используется в файлах формата TIFF, PDF, GIF, PostScript и других, а также отчасти во многих популярных программах сжатия данных (ZIP, ARJ, LHA).

#### Описание

Процесс сжатия выглядит следующим образом: последовательно считываются символы входного потока, и происходит проверка, существует ли в созданной таблице строк такая строка. Если такая строка существует, считывается следующий символ, а если строка не существует, в поток заносится код для предыдущей найденной строки, строка заносится в таблицу, а поиск начинается снова.

Например, если сжимают байтовые данные (текст), то строк в таблице окажется ![256](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABgAAAANBAMAAABBQrPjAAAAMFBMVEX///8yMjKIiIjc3NxmZmaYmJi6urrMzMyqqqoQEBAiIiLu7u5UVFRERER2dnYAAACvrPBaAAAAAXRSTlMAQObYZgAAAJxJREFUCB1jYAABbmswxcDw7s4Gjv//Axj4lIB4A88CjrYCBobr7L8Zdjawf+MAspkOcD9g2BnA/RXE4WwAawPKKKlssG8N2QDksizgCGC9kP+AbQGQY2nAwMD8Pb+B4QeQcx2IGb7WFzDMA6oq4N7ZwPB1fwKIE86wY1cB82dGkDI211B3JgYWB44LHAIM+////8D9zo+BIebJBgD1pTF8W0k2DwAAAABJRU5ErkJggg==) (от !["0"](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABYAAAAMBAMAAACU11D1AAAAMFBMVEX///9UVFQyMjJERER2dnaIiIjc3NyqqqpmZmYiIiKYmJju7u7MzMwQEBC6uroAAABOE6IMAAAAAXRSTlMAQObYZgAAAGRJREFUCB1jeHv6FgND6BIGEH1y9QwGLgceAxDNUMDFwHuA4RqIZjvAxZC/gWEWiGZlWM3wnoFBA0RzMyQw1DMwKIJoEACxwQwgAVIDYwP1ToWxgWZ+g7FZHfgMYGyG0BUbgGwASoMb9y5oC+wAAAAASUVORK5CYII=)до !["255"](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACYAAAANBAMAAAA3eAFoAAAALVBMVEX///9UVFRERER2dnaIiIjc3NyqqqpmZmYiIiKYmJju7u7MzMwQEBC6uroAAADZz972AAAAAXRSTlMAQObYZgAAAKdJREFUGBk1izEKAjEQRb+4m2Uj3kFry72CYGstFnsBQbASm+1s07rbpBKLRVKKN/AOFjYWQcwZnE/Mhzfkv5kAKXoFEMnz/gCqqVUhGMJ+a48Y2kGjNg6EHXWJvh59lQMIe+7EGe2TY8/QylLu5gtL2DWW4opGmXJCYheFtSzyT4SdmXH4P3zLV6f7Gp5EIbPD+eLyN0luvD8dMhRbktw1hJeudiCSH0WkOXaVmcDsAAAAAElFTkSuQmCC)). Если используется ![10](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAA8AAAANBAMAAACEMClyAAAAMFBMVEX///8iIiLu7u7c3NxERESYmJiIiIh2dnbMzMyqqqoQEBBUVFRmZmYyMjK6uroAAAAsqkZpAAAAAXRSTlMAQObYZgAAAFVJREFUCB1jYHjLwMCWWsDA8GYXA0M4QwsDA8MsBoYVDFwGIAbzJwbGABCD7wMD7wEQgxPI2IDCgEuBFCeApIDa+cHaGdIZnjAwtN8/BrTiENBkKAAAH8EZvz6XxwIAAAAASUVORK5CYII=)-битный код, то под коды для строк остаются значения в диапазоне от ![256](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABgAAAANBAMAAABBQrPjAAAAMFBMVEX///8yMjKIiIjc3NxmZmaYmJi6urrMzMyqqqoQEBAiIiLu7u5UVFRERER2dnYAAACvrPBaAAAAAXRSTlMAQObYZgAAAJxJREFUCB1jYAABbmswxcDw7s4Gjv//Axj4lIB4A88CjrYCBobr7L8Zdjawf+MAspkOcD9g2BnA/RXE4WwAawPKKKlssG8N2QDksizgCGC9kP+AbQGQY2nAwMD8Pb+B4QeQcx2IGb7WFzDMA6oq4N7ZwPB1fwKIE86wY1cB82dGkDI211B3JgYWB44LHAIM+////8D9zo+BIebJBgD1pTF8W0k2DwAAAABJRU5ErkJggg==) до ![1023](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAB8AAAANBAMAAACjnqiaAAAAMFBMVEX///8iIiLu7u7c3NxERESYmJiIiIh2dnbMzMyqqqoQEBBUVFRmZmYyMjK6uroAAAAsqkZpAAAAAXRSTlMAQObYZgAAALBJREFUCB1jYHjLwMCWWsDAXrKJQTV9MwPDm10MDOEMLQxFDBsZtjMUMjAwzGJgWMHAZbSSof+BN0O8AkiA+RMDY9BSBv0ABoYqsAq+Dwy8BxiAKhiY1oEFOIECGxgYDjIw5SYgCTAvBnJ2gwUgWlgagJz3E2CGJjCcYFDyYLAvgFrLb8DawDTvG0M/0CagO9IZnjC8CY1pcGCoUmBov38M6PRDTP///2cwrwE6HR0AANcONkQZT5XmAAAAAElFTkSuQmCC). Новые строки формируют таблицу последовательно, т. е. можно считать индекс строки ее кодом.

Для декодирования на вход подается только закодированный текст, поскольку алгоритм LZW может воссоздать соответствующую таблицу преобразования непосредственно по закодированному тексту. Алгоритм генерирует однозначно декодируемый код за счет того, что каждый раз, когда генерируется новый код, новая строка добавляется в таблицу строк. LZW постоянно проверяет, является ли строка уже известной, и, если так, выводит существующий код без генерации нового. Таким образом, каждая строка будет храниться в единственном экземпляре и иметь свой уникальный номер. Следовательно, при декодировании во время получения нового кода генерируется новая строка, а при получении уже известного, строка извлекается из словаря.

#### Алгоритм LZW

#### Кодирование

Начало.

**Шаг 1.** Все возможные символы заносятся в словарь. Во входную фразу ![X](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAA8AAAALBAMAAABSacpvAAAAMFBMVEX///8iIiJERETc3Nzu7u52dnZUVFTMzMyqqqoyMjKYmJiIiIgQEBBmZma6uroAAABy+w0CAAAAAXRSTlMAQObYZgAAAExJREFUCB1jYOC7f5ph/WwGIOCcwPAKRDNwfGdfAGYwHKuC0Az7N0AZ9QEQBkvsAQjDlfkXmMESwKAIZvgyMPQ/ALJqDxow54syMAAAbUcQM5OA2RoAAAAASUVORK5CYII=)заносится первый символ сообщения.

**Шаг 2.** Считать очередной символ ![Y](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAA0AAAALBAMAAABWnBpSAAAAKlBMVEX///8yMjLu7u7MzMyqqqqYmJhUVFS6urpERESIiIgQEBB2dnbc3NwAAAAjxkkcAAAAAXRSTlMAQObYZgAAAEVJREFUCB1jOH1rAwPnjQIGhiwGBlYgxVDrwFACpBi4GpgDQDT3pZMgioHn9gYwzSAIoRiWQmjmOxCacwGYZp61UgHIAADRvg118d9+9QAAAABJRU5ErkJggg==)из сообщения.

**Шаг 3.** Если ![Y](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAA0AAAALBAMAAABWnBpSAAAAKlBMVEX///8yMjLu7u7MzMyqqqqYmJhUVFS6urpERESIiIgQEBB2dnbc3NwAAAAjxkkcAAAAAXRSTlMAQObYZgAAAEVJREFUCB1jOH1rAwPnjQIGhiwGBlYgxVDrwFACpBi4GpgDQDT3pZMgioHn9gYwzSAIoRiWQmjmOxCacwGYZp61UgHIAADRvg118d9+9QAAAABJRU5ErkJggg==)– это символ конца сообщения, то выдать код для ![X](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAA8AAAALBAMAAABSacpvAAAAMFBMVEX///8iIiJERETc3Nzu7u52dnZUVFTMzMyqqqoyMjKYmJiIiIgQEBBmZma6uroAAABy+w0CAAAAAXRSTlMAQObYZgAAAExJREFUCB1jYOC7f5ph/WwGIOCcwPAKRDNwfGdfAGYwHKuC0Az7N0AZ9QEQBkvsAQjDlfkXmMESwKAIZvgyMPQ/ALJqDxow54syMAAAbUcQM5OA2RoAAAAASUVORK5CYII=), иначе:

Если фраза ![XY](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABwAAAALBAMAAACe8PCEAAAAMFBMVEX///8iIiJERETc3Nzu7u52dnZUVFTMzMyqqqoyMjKYmJiIiIgQEBBmZma6uroAAABy+w0CAAAAAXRSTlMAQObYZgAAAIRJREFUCB1jYOC7f5ph/Wzm+KMMDPv1GBgYOCcwvGJgYDvAwLAOyGPg+M6+gIGB7wcDXwOIy3CsCkQeYgBTQC0bQNx4ZzDFwFAfAOLah4JIBgaW2AMgCmgiGLgy/wLRPAvAPJYABkUQo94AzPVlYOh/AGTtAfNqDxow54syMFSf2QLkAwBa6h0caO/q8QAAAABJRU5ErkJggg==)уже имеется в словаре, то присвоить входной фразе значение ![XY](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABwAAAALBAMAAACe8PCEAAAAMFBMVEX///8iIiJERETc3Nzu7u52dnZUVFTMzMyqqqoyMjKYmJiIiIgQEBBmZma6uroAAABy+w0CAAAAAXRSTlMAQObYZgAAAIRJREFUCB1jYOC7f5ph/Wzm+KMMDPv1GBgYOCcwvGJgYDvAwLAOyGPg+M6+gIGB7wcDXwOIy3CsCkQeYgBTQC0bQNx4ZzDFwFAfAOLah4JIBgaW2AMgCmgiGLgy/wLRPAvAPJYABkUQo94AzPVlYOh/AGTtAfNqDxow54syMFSf2QLkAwBa6h0caO/q8QAAAABJRU5ErkJggg==)и перейти к **Шагу 2** ,

Иначе выдать код для входной фразы ![X](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAA8AAAALBAMAAABSacpvAAAAMFBMVEX///8iIiJERETc3Nzu7u52dnZUVFTMzMyqqqoyMjKYmJiIiIgQEBBmZma6uroAAABy+w0CAAAAAXRSTlMAQObYZgAAAExJREFUCB1jYOC7f5ph/WwGIOCcwPAKRDNwfGdfAGYwHKuC0Az7N0AZ9QEQBkvsAQjDlfkXmMESwKAIZvgyMPQ/ALJqDxow54syMAAAbUcQM5OA2RoAAAAASUVORK5CYII=), добавить ![XY](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABwAAAALBAMAAACe8PCEAAAAMFBMVEX///8iIiJERETc3Nzu7u52dnZUVFTMzMyqqqoyMjKYmJiIiIgQEBBmZma6uroAAABy+w0CAAAAAXRSTlMAQObYZgAAAIRJREFUCB1jYOC7f5ph/Wzm+KMMDPv1GBgYOCcwvGJgYDvAwLAOyGPg+M6+gIGB7wcDXwOIy3CsCkQeYgBTQC0bQNx4ZzDFwFAfAOLah4JIBgaW2AMgCmgiGLgy/wLRPAvAPJYABkUQo94AzPVlYOh/AGTtAfNqDxow54syMFSf2QLkAwBa6h0caO/q8QAAAABJRU5ErkJggg==)в словарь и присвоить входной фразе значение ![Y](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAA0AAAALBAMAAABWnBpSAAAAKlBMVEX///8yMjLu7u7MzMyqqqqYmJhUVFS6urpERESIiIgQEBB2dnbc3NwAAAAjxkkcAAAAAXRSTlMAQObYZgAAAEVJREFUCB1jOH1rAwPnjQIGhiwGBlYgxVDrwFACpBi4GpgDQDT3pZMgioHn9gYwzSAIoRiWQmjmOxCacwGYZp61UgHIAADRvg118d9+9QAAAABJRU5ErkJggg==). Перейти к **Шагу 2.**

Конец.

#### Декодирование

Начало.

**Шаг 1.** Все возможные символы заносятся в словарь. Во входную фразу ![X](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAA8AAAALBAMAAABSacpvAAAAMFBMVEX///8iIiJERETc3Nzu7u52dnZUVFTMzMyqqqoyMjKYmJiIiIgQEBBmZma6uroAAABy+w0CAAAAAXRSTlMAQObYZgAAAExJREFUCB1jYOC7f5ph/WwGIOCcwPAKRDNwfGdfAGYwHKuC0Az7N0AZ9QEQBkvsAQjDlfkXmMESwKAIZvgyMPQ/ALJqDxow54syMAAAbUcQM5OA2RoAAAAASUVORK5CYII=)заносится первый код декодируемого сообщения.

**Шаг 2.** Считать очередной код ![Y](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAA0AAAALBAMAAABWnBpSAAAAKlBMVEX///8yMjLu7u7MzMyqqqqYmJhUVFS6urpERESIiIgQEBB2dnbc3NwAAAAjxkkcAAAAAXRSTlMAQObYZgAAAEVJREFUCB1jOH1rAwPnjQIGhiwGBlYgxVDrwFACpBi4GpgDQDT3pZMgioHn9gYwzSAIoRiWQmjmOxCacwGYZp61UgHIAADRvg118d9+9QAAAABJRU5ErkJggg==)из сообщения.

**Шаг 3.** Если ![Y](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAA0AAAALBAMAAABWnBpSAAAAKlBMVEX///8yMjLu7u7MzMyqqqqYmJhUVFS6urpERESIiIgQEBB2dnbc3NwAAAAjxkkcAAAAAXRSTlMAQObYZgAAAEVJREFUCB1jOH1rAwPnjQIGhiwGBlYgxVDrwFACpBi4GpgDQDT3pZMgioHn9gYwzSAIoRiWQmjmOxCacwGYZp61UgHIAADRvg118d9+9QAAAABJRU5ErkJggg==)– это конец сообщения, то выдать символ, соответствующий коду ![X](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAA8AAAALBAMAAABSacpvAAAAMFBMVEX///8iIiJERETc3Nzu7u52dnZUVFTMzMyqqqoyMjKYmJiIiIgQEBBmZma6uroAAABy+w0CAAAAAXRSTlMAQObYZgAAAExJREFUCB1jYOC7f5ph/WwGIOCcwPAKRDNwfGdfAGYwHKuC0Az7N0AZ9QEQBkvsAQjDlfkXmMESwKAIZvgyMPQ/ALJqDxow54syMAAAbUcQM5OA2RoAAAAASUVORK5CYII=), иначе:

Если фразы под кодом ![XY](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABwAAAALBAMAAACe8PCEAAAAMFBMVEX///8iIiJERETc3Nzu7u52dnZUVFTMzMyqqqoyMjKYmJiIiIgQEBBmZma6uroAAABy+w0CAAAAAXRSTlMAQObYZgAAAIRJREFUCB1jYOC7f5ph/Wzm+KMMDPv1GBgYOCcwvGJgYDvAwLAOyGPg+M6+gIGB7wcDXwOIy3CsCkQeYgBTQC0bQNx4ZzDFwFAfAOLah4JIBgaW2AMgCmgiGLgy/wLRPAvAPJYABkUQo94AzPVlYOh/AGTtAfNqDxow54syMFSf2QLkAwBa6h0caO/q8QAAAABJRU5ErkJggg==)нет в словаре, вывести фразу, соответствующую коду ![X](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAA8AAAALBAMAAABSacpvAAAAMFBMVEX///8iIiJERETc3Nzu7u52dnZUVFTMzMyqqqoyMjKYmJiIiIgQEBBmZma6uroAAABy+w0CAAAAAXRSTlMAQObYZgAAAExJREFUCB1jYOC7f5ph/WwGIOCcwPAKRDNwfGdfAGYwHKuC0Az7N0AZ9QEQBkvsAQjDlfkXmMESwKAIZvgyMPQ/ALJqDxow54syMAAAbUcQM5OA2RoAAAAASUVORK5CYII=), а фразу с кодом ![XY](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABwAAAALBAMAAACe8PCEAAAAMFBMVEX///8iIiJERETc3Nzu7u52dnZUVFTMzMyqqqoyMjKYmJiIiIgQEBBmZma6uroAAABy+w0CAAAAAXRSTlMAQObYZgAAAIRJREFUCB1jYOC7f5ph/Wzm+KMMDPv1GBgYOCcwvGJgYDvAwLAOyGPg+M6+gIGB7wcDXwOIy3CsCkQeYgBTQC0bQNx4ZzDFwFAfAOLah4JIBgaW2AMgCmgiGLgy/wLRPAvAPJYABkUQo94AzPVlYOh/AGTtAfNqDxow54syMFSf2QLkAwBa6h0caO/q8QAAAABJRU5ErkJggg==)занести в словарь.

Иначе присвоить входной фразе код ![XY](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABwAAAALBAMAAACe8PCEAAAAMFBMVEX///8iIiJERETc3Nzu7u52dnZUVFTMzMyqqqoyMjKYmJiIiIgQEBBmZma6uroAAABy+w0CAAAAAXRSTlMAQObYZgAAAIRJREFUCB1jYOC7f5ph/Wzm+KMMDPv1GBgYOCcwvGJgYDvAwLAOyGPg+M6+gIGB7wcDXwOIy3CsCkQeYgBTQC0bQNx4ZzDFwFAfAOLah4JIBgaW2AMgCmgiGLgy/wLRPAvAPJYABkUQo94AzPVlYOh/AGTtAfNqDxow54syMFSf2QLkAwBa6h0caO/q8QAAAABJRU5ErkJggg==)и перейти к **Шагу 2** .

Конец.

#### Пример

Рассмотрим пример сжатия и декодирования сообщения. Сначала создадим начальный словарь единичных символов. В стандартной кодировке ASCII имеется ![256](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABgAAAANBAMAAABBQrPjAAAAMFBMVEX///8yMjKIiIjc3NxmZmaYmJi6urrMzMyqqqoQEBAiIiLu7u5UVFRERER2dnYAAACvrPBaAAAAAXRSTlMAQObYZgAAAJxJREFUCB1jYAABbmswxcDw7s4Gjv//Axj4lIB4A88CjrYCBobr7L8Zdjawf+MAspkOcD9g2BnA/RXE4WwAawPKKKlssG8N2QDksizgCGC9kP+AbQGQY2nAwMD8Pb+B4QeQcx2IGb7WFzDMA6oq4N7ZwPB1fwKIE86wY1cB82dGkDI211B3JgYWB44LHAIM+////8D9zo+BIebJBgD1pTF8W0k2DwAAAABJRU5ErkJggg==) различных символов, поэтому, для того, чтобы все они были корректно закодированы (если нам неизвестно, какие символы будут присутствовать в исходном файле, а какие — нет), начальный размер кода будет равен ![8](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAgAAAAMBAMAAACtsOGuAAAAKlBMVEX////MzMy6urqqqqp2dnYyMjJUVFRERETc3Nzu7u5mZmaIiIiYmJgAAACk75jHAAAAAXRSTlMAQObYZgAAAEFJREFUCB1jYDi9awIDdwNnAQM7A0MmA6sDQwED89UWBQYG2ysMDBwLaxOAEjyXGaQYGLaACG0G1gaGlQycS1waAJAODOo8RwwVAAAAAElFTkSuQmCC) битам. Если нам заранее известно, что в исходном файле будет меньшее количество различных символов, то вполне разумно уменьшить количество бит. Чтобы инициализировать таблицу, мы установим соответствие кода ![0](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAgAAAAMBAMAAACtsOGuAAAAMFBMVEX///9UVFSqqqpmZmYyMjK6uroiIiLu7u7c3NwQEBBERETMzMx2dnaYmJiIiIgAAAAvJhnNAAAAAXRSTlMAQObYZgAAADpJREFUCB1jYHh3h4GB9wD3AgbODQwzGPoLGHIZ4hkYnBn0GRgcIQSYC5TIAyn5wcB3gHUBA8O7ywUAq7kO5tug3QAAAAAASUVORK5CYII=)соответствующему символу с битовым кодом ![00000000](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEEAAAAMBAMAAADPH83EAAAAMFBMVEX///9UVFSqqqpmZmYyMjK6uroiIiLu7u7c3NwQEBBERETMzMx2dnaYmJiIiIgAAAAvJhnNAAAAAXRSTlMAQObYZgAAAJFJREFUGBljYHh3hwED8709wADDDLwHuBegY4Y7DLvgmIFzA8MMdMwwm4GzAYYZ+gsYctExx3cGthtQfIEhnoHBGR2zfmBgMYViAwZ9BgZHdMwElBWCYgEiVKDbAOKj2gJ0ZR46Brn0BRQ/APn2BzoG+pYf6FsIZuA7wLoAHTO8YYiCY2CIXy7AwHxvzYGhDsEAXkd7B1ZN3CcAAAAASUVORK5CYII=), тогда ![1](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAYAAAANBAMAAAB4JQK4AAAAIVBMVEX///+IiIh2dnbMzMyqqqoQEBBUVFRmZmYyMjK6uroAAACDaY6pAAAAAXRSTlMAQObYZgAAABtJREFUCB1jYJjBwDA9lYGBwZUwNuoqBCpiAACRpAUvkbehxwAAAABJRU5ErkJggg==) соответствует символу с кодом ![00000001](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEAAAAANBAMAAADrgXVfAAAAMFBMVEX///9UVFSqqqpmZmYyMjK6uroiIiLu7u7c3NwQEBBERETMzMx2dnaYmJiIiIgAAAAvJhnNAAAAAXRSTlMAQObYZgAAAKlJREFUGBljYHh3hwED8709wADCDCEMDLwHuBegY4Y7DLvAOFiSgYFzA8MMdMwwm4GzAYQZNBkY+gsYctExx3cGthtAfAGkIJ6BwRkds35gYDEFYgOQAn0GBkd0zASUFAJiAaIUoBsP4qNYAXRgHjoGOfIFED8AWcG5geEHOgZ6kx/oTX6wN/kOsC5AxwxvGKLAGGQCw7vLBRiY7605MKjNGfb42wFV4AcAUkhuUgchYKkAAAAASUVORK5CYII=), и т.д., до кода ![255](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABgAAAANBAMAAABBQrPjAAAALVBMVEX///+IiIjc3NxmZmaYmJi6urrMzMyqqqoQEBAiIiLu7u5UVFRERER2dnYAAADjLtbHAAAAAXRSTlMAQObYZgAAAIBJREFUCB1jYAABLi0IZrh7egH7u3cOIMzAu4B7AntpAgMIM6woYHvKDqRBmGGFA9cTOIeBASgjKLwAhIFyzBPYHVgOgDCQo6HAwMD0DIIZjgEFGJ5AMHMC14oChicgzMDgxrB8ZQLTIxBmYDVxMWNkYDYAYYZ179494LprywDCAMjeKTUdcwKaAAAAAElFTkSuQmCC).

Больше в таблице не будет других кодов, обладающих этим свойством.  
По мере роста словаря, размер групп должен расти, с тем чтобы учесть новые элементы. ![8](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAgAAAAMBAMAAACtsOGuAAAAKlBMVEX////MzMy6urqqqqp2dnYyMjJUVFRERETc3Nzu7u5mZmaIiIiYmJgAAACk75jHAAAAAXRSTlMAQObYZgAAAEFJREFUCB1jYDi9awIDdwNnAQM7A0MmA6sDQwED89UWBQYG2ysMDBwLaxOAEjyXGaQYGLaACG0G1gaGlQycS1waAJAODOo8RwwVAAAAAElFTkSuQmCC)-битные группы дают ![256](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABgAAAANBAMAAABBQrPjAAAAMFBMVEX///8yMjKIiIjc3NxmZmaYmJi6urrMzMyqqqoQEBAiIiLu7u5UVFRERER2dnYAAACvrPBaAAAAAXRSTlMAQObYZgAAAJxJREFUCB1jYAABbmswxcDw7s4Gjv//Axj4lIB4A88CjrYCBobr7L8Zdjawf+MAspkOcD9g2BnA/RXE4WwAawPKKKlssG8N2QDksizgCGC9kP+AbQGQY2nAwMD8Pb+B4QeQcx2IGb7WFzDMA6oq4N7ZwPB1fwKIE86wY1cB82dGkDI211B3JgYWB44LHAIM+////8D9zo+BIebJBgD1pTF8W0k2DwAAAABJRU5ErkJggg==) возможных комбинации бит, поэтому, когда в словаре появится ![256](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABgAAAANBAMAAABBQrPjAAAAMFBMVEX///8yMjKIiIjc3NxmZmaYmJi6urrMzMyqqqoQEBAiIiLu7u5UVFRERER2dnYAAACvrPBaAAAAAXRSTlMAQObYZgAAAJxJREFUCB1jYAABbmswxcDw7s4Gjv//Axj4lIB4A88CjrYCBobr7L8Zdjawf+MAspkOcD9g2BnA/RXE4WwAawPKKKlssG8N2QDksizgCGC9kP+AbQGQY2nAwMD8Pb+B4QeQcx2IGb7WFzDMA6oq4N7ZwPB1fwKIE86wY1cB82dGkDI211B3JgYWB44LHAIM+////8D9zo+BIebJBgD1pTF8W0k2DwAAAABJRU5ErkJggg==)-е слово, алгоритм должен перейти к ![9](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAgAAAAMBAMAAACtsOGuAAAAMFBMVEX///8iIiIyMjLc3NwQEBBERESYmJjMzMy6urru7u5UVFSqqqpmZmZ2dnaIiIgAAADUr4ohAAAAAXRSTlMAQObYZgAAAEdJREFUCB0BPADD/wAA7ewAAA3AC6AAn4AJ+QCPcAD7AH9wAP0AD7AJ/QAGUAZNAACOafYAAAAJ8wAOgAsgAAHQAnAACN3HAFHgElh8WRm/AAAAAElFTkSuQmCC)-битным группам. При появлении ![512](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABgAAAAOBAMAAADH1sFNAAAAMFBMVEX///9UVFQyMjJ2dnYiIiIQEBBERERmZmaIiIjMzMy6urqYmJiqqqrc3Nzu7u4AAAD+Fr1lAAAAAXRSTlMAQObYZgAAAIpJREFUCB1jYOC7xwAHPP//b2DgUmBgME58wMBzagIDV2EAA/MDRgcGnglARTwBDE8PcP5CcDbw/Wbg6WgHqg0ASoNkNnAnQDjsDkAR3p8QztULQA4DUC1IWSYD0BQoh30CH8OTCbx/wTI7Gd4wcDCwF4A4XNW7Kxn4jIsZOI2+N7z///8DyAA4AAD54SqycKq6hgAAAABJRU5ErkJggg==)-ого слова произойдет переход к ![10](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAA8AAAANBAMAAACEMClyAAAAMFBMVEX///8iIiLu7u7c3NxERESYmJiIiIh2dnbMzMyqqqoQEBBUVFRmZmYyMjK6uroAAAAsqkZpAAAAAXRSTlMAQObYZgAAAFVJREFUCB1jYHjLwMCWWsDA8GYXA0M4QwsDA8MsBoYVDFwGIAbzJwbGABCD7wMD7wEQgxPI2IDCgEuBFCeApIDa+cHaGdIZnjAwtN8/BrTiENBkKAAAH8EZvz6XxwIAAAAASUVORK5CYII=)-битным группам, что дает возможность запоминать уже ![1024](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAB8AAAANBAMAAACjnqiaAAAAMFBMVEX///8iIiLu7u7c3NxERESYmJiIiIh2dnbMzMyqqqoQEBBUVFRmZmYyMjK6uroAAAAsqkZpAAAAAXRSTlMAQObYZgAAAKZJREFUCB1jYHjLwMCWWsDAXrKJgYFhMwPDm10MDOEMLQxFDBsZGPg+AwVnMTCsYOAyWsnQ/4CBDSLA/ImBMWgpg34AQxBEgO8DA+8BBqAKjgcQAU6gwAYGhoMMbAzIAsyLGSZBBSBaWBqYJ0AFQIYmMJxgUD1z5ncC1Fp+A9YGpgkMzBAzGNIZnjC8CY1pAAu03z8GdPohpv///zMwhHwJADoVFQAAUBw6Eab/9qYAAAAASUVORK5CYII=)слова и т.д.

В нашем примере алгоритму заранее известно о том, что будет использоваться всего ![5](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAgAAAANBAMAAABm7DILAAAAKlBMVEX///92dnYiIiIQEBBERERmZmaIiIjMzMy6urqYmJiqqqrc3Nzu7u4AAABE2T18AAAAAXRSTlMAQObYZgAAAD5JREFUCB1jYODZw8DAdffuBAauFQVAFhBDibTUAwxcEzgdgALc14EEw02GwwuAxKEC7tsMbAysAQw8goEMAOGKDoPVuEIaAAAAAElFTkSuQmCC) различных символов, следовательно, для их хранения будет использоваться минимальное количество бит, позволяющее нам их запомнить, то есть ![3](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAgAAAAMBAMAAACtsOGuAAAAMFBMVEX///9mZmbMzMyqqqoyMjK6uroQEBBEREQiIiLc3NxUVFR2dnaIiIiYmJju7u4AAACvgcj7AAAAAXRSTlMAQObYZgAAAEJJREFUCB1j4LuzawID1wbuBgb2Bbz/GBgYuBOAxLMABoY3PkAGA9cCIMH6meG5AudvhvgDTH8Z2Bm48xg4d0tNAADfAA++HVkzoAAAAABJRU5ErkJggg==) (![8](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAgAAAAMBAMAAACtsOGuAAAAKlBMVEX////MzMy6urqqqqp2dnYyMjJUVFRERETc3Nzu7u5mZmaIiIiYmJgAAACk75jHAAAAAXRSTlMAQObYZgAAAEFJREFUCB1jYDi9awIDdwNnAQM7A0MmA6sDQwED89UWBQYG2ysMDBwLaxOAEjyXGaQYGLaACG0G1gaGlQycS1waAJAODOo8RwwVAAAAAElFTkSuQmCC) различных комбинаций).

Таблица 1

Исходная кодовая таблица

|  |  |  |
| --- | --- | --- |
| Символ | Битовый код | Код |
| *a* | 000 | 0 |
| *b* | 001 | 1 |
| *c* | 010 | 2 |
| *d* | 011 | 3 |
| *e* | 100 | 4 |

Эту начальную кодировку символов необходимо передать вначале сообщения, чтобы его можно было раскодировать.

#### Кодирование

Пусть мы сжимаем последовательность ![abacabadabacabae](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAIMAAAALBAMAAACuUCPgAAAAMFBMVEX///9ERESYmJgQEBBmZmbMzMwyMjLu7u4iIiK6urpUVFSIiIiqqqp2dnbc3NwAAAD8Hb8PAAAAAXRSTlMAQObYZgAAAQ9JREFUKBVjYACBiQ1gCk4g+LzWYEGEAEQNOp+BgXsBXDeYgcQ3RRfAymdgYDsAloATCD6fAVgQIQBRg85nYOAvgMjASASfaQFYDCEAUYLKf3t6JcNkHT8GEM1+6RCYhvH57mxUQBHAULDnEAMDXzv7dwZHhoNg+sWD86j8gvoHqAJoCgIZSoDBsIG1gaGHQQNM5zLUofCzGYLxK+g9pMDAEP+A2wHojoUgmu8fKp/1H8MWvAr4voOC5jAD2/HSBgYbEF35AZVfY8CQU45PQekHBnYGhscM8UXsDdwLwPQHBm5kPp8B6z8FZAF2NAUM5gzVwFS1ae4eBu3dEPrsGQUU/m7N2wdQBNAVTDlzgAEAnAS2mRsri6AAAAAASUVORK5CYII=).

**Шаг 1:** Тогда, согласно изложенному выше алгоритму, мы добавим к изначально пустой строке ![a](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAkAAAAHBAMAAAAotXpTAAAALVBMVEX///+YmJgQEBBmZmbMzMwyMjLu7u4iIiK6urpUVFSIiIiqqqp2dnbc3NwAAAA3y2svAAAAAXRSTlMAQObYZgAAADNJREFUCB1jYLizawYDA28Z2zMGBtYFLAUMDH4XuAwYGDYxsG5LYLjE4JfIwMC1sGc1AwDvJws/LAAHcQAAAABJRU5ErkJggg==) и проверим, есть ли строка ![a](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAkAAAAHBAMAAAAotXpTAAAALVBMVEX///+YmJgQEBBmZmbMzMwyMjLu7u4iIiK6urpUVFSIiIiqqqp2dnbc3NwAAAA3y2svAAAAAXRSTlMAQObYZgAAADNJREFUCB1jYLizawYDA28Z2zMGBtYFLAUMDH4XuAwYGDYxsG5LYLjE4JfIwMC1sGc1AwDvJws/LAAHcQAAAABJRU5ErkJggg==)в таблице. Поскольку мы при инициализации занесли в таблицу все строки из одного символа, то строка ![a](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAkAAAAHBAMAAAAotXpTAAAALVBMVEX///+YmJgQEBBmZmbMzMwyMjLu7u4iIiK6urpUVFSIiIiqqqp2dnbc3NwAAAA3y2svAAAAAXRSTlMAQObYZgAAADNJREFUCB1jYLizawYDA28Z2zMGBtYFLAUMDH4XuAwYGDYxsG5LYLjE4JfIwMC1sGc1AwDvJws/LAAHcQAAAABJRU5ErkJggg==) есть в таблице.

**Шаг 2:** Далее мы читаем следующий символ ![b](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAcAAAALBAMAAABBvoqbAAAALVBMVEX////MzMzc3NxmZmaYmJgQEBDu7u6qqqoyMjJUVFSIiIgiIiJERES6uroAAAA8KX7aAAAAAXRSTlMAQObYZgAAADZJREFUCB1j4D3NAAQrQUQ7iHgGxLwhxQoMzAfYDzBwF7BsYMhL4DzAIM3AWsCQDVLIsmoBAwAVhwslhGRbAwAAAABJRU5ErkJggg==) из входного потока и проверяем, есть ли строка ![ab](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABAAAAALBAMAAACEzBAKAAAAMFBMVEX///9ERESYmJgQEBBmZmbMzMwyMjLu7u4iIiK6urpUVFSIiIiqqqp2dnbc3NwAAAD8Hb8PAAAAAXRSTlMAQObYZgAAAFlJREFUCB1jYACBiQ1gioGBewGUwXYAyuAvADLenl7JMFnHj4Gvnf07gyPDQQa2DawNDD0MGgzxD7gdgGILGQ4zsB0vbWCwYXjMEF/E3gA0iHvT3D0M2rsZAGWKFsC5xxAIAAAAAElFTkSuQmCC) в таблице. Такой строки в таблице пока нет.

Добавляем в таблицу ![ab](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABAAAAALBAMAAACEzBAKAAAAMFBMVEX///9ERESYmJgQEBBmZmbMzMwyMjLu7u4iIiK6urpUVFSIiIiqqqp2dnbc3NwAAAD8Hb8PAAAAAXRSTlMAQObYZgAAAFlJREFUCB1jYACBiQ1gioGBewGUwXYAyuAvADLenl7JMFnHj4Gvnf07gyPDQQa2DawNDD0MGgzxD7gdgGILGQ4zsB0vbWCwYXjMEF/E3gA0iHvT3D0M2rsZAGWKFsC5xxAIAAAAAElFTkSuQmCC) (код 5). В выходной поток выдаем 000 – код символа *a*;

**Шаг 3:** ![ba](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABAAAAALBAMAAACEzBAKAAAAMFBMVEX///92dnbMzMzc3NxmZmaYmJgQEBDu7u6qqqoyMjJUVFSIiIgiIiJERES6uroAAABUmp+8AAAAAXRSTlMAQObYZgAAAFVJREFUCB1j4LvDAAW7YIwZMMZ3KIMvtcWAWWLXAwaWCxwXbArqCxh4GlgPzGbQYWCoL+C69JlhCwOQzdaRwDCjnKGGYRdzAtP3AAbW3RsYdsdJNwAAdv8XEGyCs1sAAAAASUVORK5CYII=) – нет. В таблицу: ![ba](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABAAAAALBAMAAACEzBAKAAAAMFBMVEX///92dnbMzMzc3NxmZmaYmJgQEBDu7u6qqqoyMjJUVFSIiIgiIiJERES6uroAAABUmp+8AAAAAXRSTlMAQObYZgAAAFVJREFUCB1j4LvDAAW7YIwZMMZ3KIMvtcWAWWLXAwaWCxwXbArqCxh4GlgPzGbQYWCoL+C69JlhCwOQzdaRwDCjnKGGYRdzAtP3AAbW3RsYdsdJNwAAdv8XEGyCs1sAAAAASUVORK5CYII=) (код 6). В поток: 001 – код *b*;

**Шаг 4:** ![ac](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABEAAAAHBAMAAAAczLtPAAAALVBMVEX///+YmJgQEBBmZmbMzMwyMjLu7u4iIiK6urpUVFSIiIiqqqp2dnbc3NwAAAA3y2svAAAAAXRSTlMAQObYZgAAAE1JREFUCB1jYLizawYD28GNDAy8ZWzPGK5f2MfAwLqApYAhhiGXgcHvApcB71sGINjEwLot4wGIdYnBL5HtAQMXAwPXwp7VDHt2CzAAAOleFD5OJ+CmAAAAAElFTkSuQmCC) **–** нет. В таблицу: ![ac](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABEAAAAHBAMAAAAczLtPAAAALVBMVEX///+YmJgQEBBmZmbMzMwyMjLu7u4iIiK6urpUVFSIiIiqqqp2dnbc3NwAAAA3y2svAAAAAXRSTlMAQObYZgAAAE1JREFUCB1jYLizawYD28GNDAy8ZWzPGK5f2MfAwLqApYAhhiGXgcHvApcB71sGINjEwLot4wGIdYnBL5HtAQMXAwPXwp7VDHt2CzAAAOleFD5OJ+CmAAAAAElFTkSuQmCC)(код 7). В поток: 000 – код *a*;

**Шаг 5:** ![ca](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABAAAAAHBAMAAADzDtBxAAAALVBMVEX///8QEBBmZmbMzMxUVFSIiIi6uroyMjIiIiLc3NyqqqqYmJh2dnbu7u4AAACCdHMRAAAAAXRSTlMAQObYZgAAAEpJREFUCB0BPwDA/wAA3LqwCcpUYAAJiQrgmNDe0AAHwA2QdQA4AACekAAD6QBSAABuAAAKEAB63QDeAABZEAPtsAAKyqsAVbbFoLzvFZJxHPsUAAAAAElFTkSuQmCC) – нет. В таблицу: ![ca](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABAAAAAHBAMAAADzDtBxAAAALVBMVEX///8QEBBmZmbMzMxUVFSIiIi6uroyMjIiIiLc3NyqqqqYmJh2dnbu7u4AAACCdHMRAAAAAXRSTlMAQObYZgAAAEpJREFUCB0BPwDA/wAA3LqwCcpUYAAJiQrgmNDe0AAHwA2QdQA4AACekAAD6QBSAABuAAAKEAB63QDeAABZEAPtsAAKyqsAVbbFoLzvFZJxHPsUAAAAAElFTkSuQmCC) (код 8). В поток: 010 – код *c*; Начиная с этого момента в поток вместо 3-битовых кодов выводим 4-х битовые

**Шаг 6:** ![ab](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABAAAAALBAMAAACEzBAKAAAAMFBMVEX///9ERESYmJgQEBBmZmbMzMwyMjLu7u4iIiK6urpUVFSIiIiqqqp2dnbc3NwAAAD8Hb8PAAAAAXRSTlMAQObYZgAAAFlJREFUCB1jYACBiQ1gioGBewGUwXYAyuAvADLenl7JMFnHj4Gvnf07gyPDQQa2DawNDD0MGgzxD7gdgGILGQ4zsB0vbWCwYXjMEF/E3gA0iHvT3D0M2rsZAGWKFsC5xxAIAAAAAElFTkSuQmCC) – есть в таблице; ![aba](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABkAAAALBAMAAAB42TvAAAAAMFBMVEX///9ERESYmJgQEBBmZmbMzMwyMjLu7u4iIiK6urpUVFSIiIiqqqp2dnbc3NwAAAD8Hb8PAAAAAXRSTlMAQObYZgAAAGlJREFUCB1jYACBiQ1gCkpwL0DmsR1A5vEXwHhvT69kmKzjxwCiGfja2b8zODIcBNMMbBtYGxh6GDTANEP8A24HoOxCEM3AcJiB7XhpA4MNiC5geMwQX8TewL0ARDMwcG+au4dBezeEBgC2riNDYWTgmQAAAABJRU5ErkJggg==)— нет. В таблицу: ![aba](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABkAAAALBAMAAAB42TvAAAAAMFBMVEX///9ERESYmJgQEBBmZmbMzMwyMjLu7u4iIiK6urpUVFSIiIiqqqp2dnbc3NwAAAD8Hb8PAAAAAXRSTlMAQObYZgAAAGlJREFUCB1jYACBiQ1gCkpwL0DmsR1A5vEXwHhvT69kmKzjxwCiGfja2b8zODIcBNMMbBtYGxh6GDTANEP8A24HoOxCEM3AcJiB7XhpA4MNiC5geMwQX8TewL0ARDMwcG+au4dBezeEBgC2riNDYWTgmQAAAABJRU5ErkJggg==)(код 9). В поток: 0101 - *ab*;

**Шаг 7:** ![ad](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABIAAAALBAMAAACAOcA3AAAAMFBMVEX///9ERESYmJgQEBBmZmbMzMwyMjLu7u4iIiK6urpUVFSIiIiqqqp2dnbc3NwAAAD8Hb8PAAAAAXRSTlMAQObYZgAAAGJJREFUCB1jYIAAXmsog4HBFMbiM4CxmBYwMLw9vZKB785GBQa+dvbvDC8K6h8wsG1gbWDIZghmYIh/wO3A+o9hCwPDYQa24zUGDDnlDI8Z4ov4DFj/KTBwb5q7h2G35u0DAMPpGceb8nk3AAAAAElFTkSuQmCC) – нет. В таблицу: ![ad](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABIAAAALBAMAAACAOcA3AAAAMFBMVEX///9ERESYmJgQEBBmZmbMzMwyMjLu7u4iIiK6urpUVFSIiIiqqqp2dnbc3NwAAAD8Hb8PAAAAAXRSTlMAQObYZgAAAGJJREFUCB1jYIAAXmsog4HBFMbiM4CxmBYwMLw9vZKB785GBQa+dvbvDC8K6h8wsG1gbWDIZghmYIh/wO3A+o9hCwPDYQa24zUGDDnlDI8Z4ov4DFj/KTBwb5q7h2G35u0DAMPpGceb8nk3AAAAAElFTkSuQmCC) (код 10). В поток: 0000 – код *a*;

**Шаг 8:** ![da](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABIAAAALBAMAAACAOcA3AAAAMFBMVEX///+6urpmZmYyMjLu7u4iIiJERESqqqpUVFSYmJjc3NzMzMyIiIgQEBB2dnYAAACMCmAUAAAAAXRSTlMAQObYZgAAAGNJREFUCB1jYGBgeHsASIAB7wYYay2MwTADylpXk8nA9fyEAANXCMsvhqUO/g4MzAe4LzDYMGxlYNi/gEeB+xfDIQaGWgbmEvcLDOYuDGsZ9q/kusD9ZQIDz0m54wxnJr4pAABQrhs0CarGwAAAAABJRU5ErkJggg==) – нет. В таблицу: ![da](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABIAAAALBAMAAACAOcA3AAAAMFBMVEX///+6urpmZmYyMjLu7u4iIiJERESqqqpUVFSYmJjc3NzMzMyIiIgQEBB2dnYAAACMCmAUAAAAAXRSTlMAQObYZgAAAGNJREFUCB1jYGBgeHsASIAB7wYYay2MwTADylpXk8nA9fyEAANXCMsvhqUO/g4MzAe4LzDYMGxlYNi/gEeB+xfDIQaGWgbmEvcLDOYuDGsZ9q/kusD9ZQIDz0m54wxnJr4pAABQrhs0CarGwAAAAABJRU5ErkJggg==)(код 11). В поток: 0011 – код *d*;

**Шаг 9:** ![aba](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABkAAAALBAMAAAB42TvAAAAAMFBMVEX///9ERESYmJgQEBBmZmbMzMwyMjLu7u4iIiK6urpUVFSIiIiqqqp2dnbc3NwAAAD8Hb8PAAAAAXRSTlMAQObYZgAAAGlJREFUCB1jYACBiQ1gCkpwL0DmsR1A5vEXwHhvT69kmKzjxwCiGfja2b8zODIcBNMMbBtYGxh6GDTANEP8A24HoOxCEM3AcJiB7XhpA4MNiC5geMwQX8TewL0ARDMwcG+au4dBezeEBgC2riNDYWTgmQAAAABJRU5ErkJggg==) – есть в таблице; ![abac](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACEAAAALBAMAAAAD/fkMAAAAMFBMVEX///9ERESYmJgQEBBmZmbMzMwyMjLu7u4iIiK6urpUVFSIiIiqqqp2dnbc3NwAAAD8Hb8PAAAAAXRSTlMAQObYZgAAAINJREFUCB1jYACBiQ1gCongXoDEATPZDqCL8Bcgi7w9vZJhso4fA4hmv3SIgYGvnf07gyPDQTD94sF5Bga2DawNDD0MGmA6l6GOgSH+AbcDUNVCEM33D2TcYQa246UNDDYguvIDSOQxQ3wRewP3AjD9gYGbgYF709w9DNq7IfTZMwoMAJZjLSCxdfYXAAAAAElFTkSuQmCC)— нет. В таблицу: ![abac](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACEAAAALBAMAAAAD/fkMAAAAMFBMVEX///9ERESYmJgQEBBmZmbMzMwyMjLu7u4iIiK6urpUVFSIiIiqqqp2dnbc3NwAAAD8Hb8PAAAAAXRSTlMAQObYZgAAAINJREFUCB1jYACBiQ1gCongXoDEATPZDqCL8Bcgi7w9vZJhso4fA4hmv3SIgYGvnf07gyPDQTD94sF5Bga2DawNDD0MGmA6l6GOgSH+AbcDUNVCEM33D2TcYQa246UNDDYguvIDSOQxQ3wRewP3AjD9gYGbgYF709w9DNq7IfTZMwoMAJZjLSCxdfYXAAAAAElFTkSuQmCC)(код 12). В поток: 1001 – *aba*;

**Шаг 10:** ![ca](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABAAAAAHBAMAAADzDtBxAAAALVBMVEX///8QEBBmZmbMzMxUVFSIiIi6uroyMjIiIiLc3NyqqqqYmJh2dnbu7u4AAACCdHMRAAAAAXRSTlMAQObYZgAAAEpJREFUCB0BPwDA/wAA3LqwCcpUYAAJiQrgmNDe0AAHwA2QdQA4AACekAAD6QBSAABuAAAKEAB63QDeAABZEAPtsAAKyqsAVbbFoLzvFZJxHPsUAAAAAElFTkSuQmCC) – есть в таблице; ![cab](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABcAAAALBAMAAABmEAtzAAAAMFBMVEX///9EREQQEBBmZmbMzMxUVFSIiIi6uroyMjIiIiLc3NyqqqqYmJh2dnbu7u4AAABJoqcxAAAAAXRSTlMAQObYZgAAAHRJREFUCB1jYIACdkkYC0SnInO6kTn/QJy3pw9w3U4tYNfZvICBaxb3h5UP3j9gFuAWYOC4wLegjcGTgXMDzwSG9QsYWH4xJDO8f8AqwFDPwMCtwND9zpOBaQPDewaGLAWWfwdegizivr2HIe34tQ08aQkMALmyIfivrLTbAAAAAElFTkSuQmCC) – нет. В таблицу: ![cab](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABcAAAALBAMAAABmEAtzAAAAMFBMVEX///9EREQQEBBmZmbMzMxUVFSIiIi6uroyMjIiIiLc3NyqqqqYmJh2dnbu7u4AAABJoqcxAAAAAXRSTlMAQObYZgAAAHRJREFUCB1jYIACdkkYC0SnInO6kTn/QJy3pw9w3U4tYNfZvICBaxb3h5UP3j9gFuAWYOC4wLegjcGTgXMDzwSG9QsYWH4xJDO8f8AqwFDPwMCtwND9zpOBaQPDewaGLAWWfwdegizivr2HIe34tQ08aQkMALmyIfivrLTbAAAAAElFTkSuQmCC) (код 13). В поток: 1000 – *ca*;

**Шаг 11:** ![ba](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABAAAAALBAMAAACEzBAKAAAAMFBMVEX///92dnbMzMzc3NxmZmaYmJgQEBDu7u6qqqoyMjJUVFSIiIgiIiJERES6uroAAABUmp+8AAAAAXRSTlMAQObYZgAAAFVJREFUCB1j4LvDAAW7YIwZMMZ3KIMvtcWAWWLXAwaWCxwXbArqCxh4GlgPzGbQYWCoL+C69JlhCwOQzdaRwDCjnKGGYRdzAtP3AAbW3RsYdsdJNwAAdv8XEGyCs1sAAAAASUVORK5CYII=)– есть в таблице; ![bae](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABgAAAALBAMAAACXG1D+AAAAMFBMVEX///92dnbMzMzc3NxmZmaYmJgQEBDu7u6qqqoyMjJUVFSIiIgiIiJERES6uroAAABUmp+8AAAAAXRSTlMAQObYZgAAAHNJREFUCB1j4LvDgAR2IbEZZiBzviNx+FJbDJgldj1gsO4IYGC5wHHBpqC+gOkCuwMDTwPrgdkMOgw8EqEMDPUFXJc+M2xhsC8A6tVhYOtIYJhRrs/AUMBQw7CLOYHpewBbAfsGBtbdGxh2x0k38Hl0MAAAKaodDpFtgLgAAAAASUVORK5CYII=)— нет. В таблицу: ![bae](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABgAAAALBAMAAACXG1D+AAAAMFBMVEX///92dnbMzMzc3NxmZmaYmJgQEBDu7u6qqqoyMjJUVFSIiIgiIiJERES6uroAAABUmp+8AAAAAXRSTlMAQObYZgAAAHNJREFUCB1j4LvDgAR2IbEZZiBzviNx+FJbDJgldj1gsO4IYGC5wHHBpqC+gOkCuwMDTwPrgdkMOgw8EqEMDPUFXJc+M2xhsC8A6tVhYOtIYJhRrs/AUMBQw7CLOYHpewBbAfsGBtbdGxh2x0k38Hl0MAAAKaodDpFtgLgAAAAASUVORK5CYII=) (код 14). В поток: 0110 – *ba*;

обратите внимание, что, начиная с шага 6 коды передаются 4-мя битами вместо 3-х.

**Шаг 12:** И, наконец последняя строка ![e](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAgAAAAHBAMAAADHdxFtAAAAKlBMVEX///+6uroQEBB2dnYiIiJmZmbu7u5ERETMzMyYmJiqqqqIiIjc3NwAAACj9J3gAAAAAXRSTlMAQObYZgAAACxJREFUCB1jYDi9agIDRwFbAAOL1UwGhrMJDAwMvQwMCQxMCWwbGBijVjEAAJUzB+Ko38X1AAAAAElFTkSuQmCC), за ней идет конец сообщения, поэтому мы просто выводим в поток 0100 – *e*.

Таблица 2

Процесс кодирования сообщения

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| Текущая строка | Текущий символ | Следующий символ | Вывод (поток) | | | Словарь | |
| Символ | Код | Биты |
| *ab* | *a* | *b* | *a* | 0 | 000 | 5: | *ab* |
| ba | b | a | *b* | 1 | 001 | 6: | *ba* |
| ac | a | c | *a* | 0 | 000 | 7: | *ac* |
| ca | c | a | *c* | 2 | 010 | 8: | *ca* |
| ab | a | b |  | - | - | - | *-* |
| aba | b | a | *ab* | 5 | 0101 | 9: | *aba* |
| ad | a | d | *a* | 0 | 0000 | 10: | *ad* |
| da | d | a | *d* | 3 | 0011 | 11: | *da* |
| ab | a | b |  | - | - | - | *-* |
| aba | b | a |  | - | - | - | *-* |
| abac | a | c | *aba* | 9 | 1001 | 12: | *abac* |
| ca | c | a |  | - | - | - | *-* |
| cab | a | b | *ca* | 8 | 1000 | 13: | *cab* |
| ba | b | a |  | - | - | - | *-* |
| bae | a | e | *ba* | 6 | 0110 | 14: | *bae* |
| e | e | - | *e* | 4 | 0100 | - | *-* |

Итак, мы получаем закодированное сообщение ![0 1 0 2 5 0 3 9 8 6 4](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAFoAAAAOBAMAAABdmRbQAAAAMFBMVEX///9UVFSqqqpmZmYyMjK6uroiIiLu7u7c3NwQEBBERETMzMx2dnaYmJiIiIgAAAAvJhnNAAAAAXRSTlMAQObYZgAAAbdJREFUKBWVkbFrFEEUh7+by7o5N7sXuxQiK2gpWbFIYSQJNgEtrEW4+wM0DArKCbKLIhIMXBpBMMWmPsRtbNJk4FQMHLJylRrJgYoWyRojIYFwrjOrhcbK13zM8M3M772B/WXf27/z5zpbBWsSDDuLUuR5irehuLU+gvcqwM3GYChLoRThKie2Ts4XHJKlujiewCpLHOYFbY7yhZvQcnagFlFJeIiYL9jwnW2hZR5RiRZZu7FNKGNK0hu2FXyNaEquGNuwkdp9Yw/ucEC/vGLtUfXPc5CKr69ww4ganDV2QfTd2QdpbTIQYD9wtK1Gp5/TPNGVPK1GjMKUsQtSrovUjYW2h+2PPbYIlcgVNWXV6f1jz0Y6x15hwyHe8kbdWfpGzWdLSG3/naSl89H/lUQ71kaYxqz5ywkLt9G27m7md5czlBO74dM3XX5u0VQQ3g/wVHiBhe6piSNmcrvGLviOq9eTwV09werdHyynnzjmBFi9AZ0EmpE+aMXGNrTOvD/tUQ5Y5yIxK/Iy55imLEUsJgubrCudZ997hmGeb9qdcfTPjzHXHuFSO+Fa5yW8bkvcJ4/5r/oJmiioFGg9tooAAAAASUVORK5CYII=) и его битовый эквивалент ![000 001 010 0101 0000 0011 1001 1000 0110 0100](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAATIAAAANBAMAAADYs/86AAAAMFBMVEX///9UVFSqqqpmZmYyMjK6uroiIiLu7u7c3NwQEBBERETMzMx2dnaYmJiIiIgAAAAvJhnNAAAAAXRSTlMAQObYZgAAAbRJREFUOBHNlT9KA3EQhR/iiiH4BzuPYKUWYieKB7DQysYTKB4hN9BSSJMjpBaLFB5AsLFIkdJCRbDQ0nzjvnH9ub0GhoF575t57C5EehnrV+lIWnweKTumavfL6GEYShoxyyJkk0oSgWLgexlmYdQdlKXDVWms6+wYqs1L0XOIoZWEpixC/qBMIoTIwPdMqTPUVVnSmtRXp+eOQTOXYU4RQysJRVmE/EGZDAGRge8ldXGu07JYM/+uuTt3DKyJXg8fMLSREYJkFp2MlVBJOpkF7n1TJ9J+WeyuXjW74Y6BNdHr4RaGNjKTWXQyVkIl6WQWuBc34s66tFcWu2emK5bdMbAmej1cwdBGZjKLTsZKqCSdzAL34kbcMd7s/yOZH3mzk+zv3+b0Mz0ri2R8lRN3DDz66PXwEUMbCR1l0W+TlVBJ+m1a4F7ciDudoT7Kir19LfVw0jGwJrqHFpp0kE5mwcliFZRJJ0sBMqnFUTUoK/Y/6Tg7BtZEB0ekWkkns5jJTJnMZBYgk9LL/fmvujnYmf5bbMsdQ/f2bRJGDzG0khgoi0E2KZMIITLwPVPTL+Kf/j4B8lG/E/wuwRgAAAAASUVORK5CYII=). Его объем – 40 бит.

Каждый символ исходного сообщения был закодирован группой из трех бит, сообщение содержало ![16](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAA8AAAANBAMAAACEMClyAAAAMFBMVEX///8iIiLc3Nzu7u5ERESYmJiIiIh2dnbMzMyqqqoQEBBUVFRmZmYyMjK6uroAAABXxXhCAAAAAXRSTlMAQObYZgAAAFtJREFUCB1jYHjLwMBQlsrA8GYXAwNLQ78BA8MsBoZsBnOgMJCxEkiBGEw/Qw+DGXzfGR5CGD8Z+CeApDh+MHAVgBjM/6AMhptQKYYpDHMZGNrvH2Ng3Q7SDgUAJxkaTznpAHUAAAAASUVORK5CYII=) символов, следовательно, длина исходного сообщения составляла ![3 \cdot 16 = 48](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEsAAAANBAMAAAATYY6oAAAAMFBMVEX///9mZmbMzMyqqqoyMjK6uroQEBBEREQiIiLc3NxUVFR2dnaIiIiYmJju7u4AAACvgcj7AAAAAXRSTlMAQObYZgAAASVJREFUGBl9T7tKA0EUPc51XPYVkjaFpLN0f0BNG7TYP8j0gqw2glU+IX6B29qtoIWmWeyEFLESRHRtTCOIWMhEfNzJzhK28TT3vGbuDBoPV0OUkF3AH0+ssuMU4XgV8DJ/UDqyrYAD8WNza2rcYAo4aVgFpBCkjaxWCzQSeAV7vrIBKaxEllfjUWMbjlEvsfVI4WTjtrBqPkSssdW7YP66U/mk0M/koJJmBtCg3/k7vNQGxLUIH6y8Q8Y+k02uHa/NTEFyIFMmpLDewS6zCm7EtQRPEaYd9wsI9zghhbe4Vgtbrdl1E0GGfi6+7WGuLZdLHbP0yNiuFk3InD/rm5sMSIES6jJbwNXoYamAO2oPS1ecv+e4PysWHWZ3n5Pn0WXN+kf8AZLzTJ7fT2fkAAAAAElFTkSuQmCC)бит.

Закодированное же сообщение так же сначала кодировалось трехбитными группами, а при появлении в словаре восьмого слова — четырехбитными, итого длина сообщения составила ![4 \cdot 3 + 7 \cdot 4 = 40](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAHQAAAAOBAMAAAAMDSWzAAAAMFBMVEX///8yMjIiIiJ2dnYQEBBERERmZmaqqqrMzMzu7u6YmJiIiIi6urrc3NxUVFQAAACmvsueAAAAAXRSTlMAQObYZgAAAW9JREFUKBV9kL1Lw1AUxQ+0wTRN4iC4COKsS0AQXKSLiIPQRQcHdaqbdXWyf4BDQB2KgwW1IC7dO7RTJzFZxDFvFycRUdF6370vwRTqG8459777430A41ap2QzH7aV9P5ZUulsxiev6cFhJR17SIE5E90rHyAB+UJjjrYB1/37Q5wC43yYYi2InsKtU9AxqKeeD9xRrC6fsJOURtBcXG9gAnEuDAoUKDytWYNk4bvMoEUmIeeBkMkPP+jysBLFb4rD7eZSICJgGOhl6MSOzSswyJMrIo0QcA7OYCDMUvkAGfUzRI0b9TVpb1NMEo0/QqMvj7jtAE6s8gSWNPgDeYf5UTfCF27X6M/3VOnDe8F71NBQrprRdh3BqtZ+OtFg1Qd+0QEVivinq2J+8p1jxJUbq6bda+sI73EviYoNvkqIWCnQ2LcVaGkG5KZLE5cCt0l13t6XhLR7I+UrqNTHSm7dWlilootsO/7bSvJeG//0XmfBuvXCgf8YAAAAASUVORK5CYII=) бит, что на ![8](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAgAAAAMBAMAAACtsOGuAAAAKlBMVEX////MzMy6urqqqqp2dnYyMjJUVFRERETc3Nzu7u5mZmaIiIiYmJgAAACk75jHAAAAAXRSTlMAQObYZgAAAEFJREFUCB1jYDi9awIDdwNnAQM7A0MmA6sDQwED89UWBQYG2ysMDBwLaxOAEjyXGaQYGLaACG0G1gaGlQycS1waAJAODOo8RwwVAAAAAElFTkSuQmCC) бит короче исходного.

Коэффициент сжатия = 48/40=1,2

#### Декодирование

Особенность LZW заключается в том, что для декомпрессии нам не надо сохранять таблицу строк в файл для распаковки. Алгоритм построен таким образом, что мы в состоянии восстановить таблицу строк, пользуясь только входным потоком кодов.

Теперь представим, что мы получили закодированное сообщение, приведённое выше, и нам нужно его декодировать. Прежде всего нам нужно знать начальный словарь, а последующие записи словаря мы можем реконструировать уже на ходу, поскольку они являются просто конкатенацией предыдущих записей. Кроме того, в процессе кодировании и декодировании коды в словарь добавляются во время обработки одного и того же символа, т.е. это происходит “синхронно”.

Таблица 3

Декодирование сообщения

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| Данные | | На выходе | Новая запись | | | |
| Биты | Код | Полная | | Частичная | |
| 000 | 0 | *a* | - | - | 5: | *a*? |
| 001 | 1 | *b* | 5: | *ab* | 6: | *b*? |
| 000 | 0 | *a* | 6: | *ba* | 7: | *a*? |
| 010 | 2 | *c* | 7: | *ac* | 8: | *c*? |
| 0101 | 5 | *ab* | 8: | *ca* | 9: | *ab*? |
| 0000 | 0 | *a* | 9: | *aba* | 10: | *a*? |
| 0011 | 3 | *d* | 10: | *ad* | 11: | *d*? |
| 1001 | 9 | *aba* | 11: | *da* | 12: | *aba*? |
| 1000 | 8 | *ca* | 12: | *abac* | 13: | *ca*? |
| 0110 | 6 | *ba* | 13: | *cab* | 14: | *ba*? |
| 0100 | 4 | *e* | 14: | *bae* | - | - |

#### Примечание

Для повышения степени сжатия изображений данным методом часто используется одна “хитрость” реализации этого алгоритма. Некоторые файлы, подвергаемые сжатию с помощью LZW, имеют часто встречающиеся цепочки одинаковых символов, например ![aaaaaaaaaaaaa...](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAIAAAAAHBAMAAAAypViYAAAAMFBMVEX///+fn5+YmJgQEBBmZmbMzMwyMjLu7u4iIiK6urpUVFSIiIiqqqp2dnbc3NwAAADIWBhxAAAAAXRSTlMAQObYZgAAAIVJREFUGBljYHh7eiUD351dE3AwsEuDRKGAr539O8OLgvoC7Aw8olAD2DawNjBkM0QwYGfgEYUaEP+A24H1H8MWBuwM3KIwLxxmYDteY8CQU46dIYxVGiRaADXhMUN8EZ8B63cF7AzcogwhDKwOrA4M3Jvm7mHYrXn7AHYGHlHlAiZzJnMAKeSfXbt45jsAAAAASUVORK5CYII=)или ![303030](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADEAAAAMBAMAAAA5VkhcAAAAMFBMVEX///9mZmbMzMyqqqoyMjK6uroQEBBEREQiIiLc3NxUVFR2dnaIiIiYmJju7u4AAACvgcj7AAAAAXRSTlMAQObYZgAAALBJREFUGBlV0L0OwWAYxfF/Sks/fMwG6eYyxCoGm7Fis4hLcAEkvQO9hHdm6U4T5hpMLAaJSUTjpRGP6TecPCcnD9XDKmSb8qeXKHCUO6soYyolpQWlqJJZPmMpI6wQcIfLIwupnVHe6eTUD6AjNa8U63Dp0YautKCTSN840ScRfhPzlrf9zNvOvv3QC+bS94KYIDaeevVdqlfXQkq4E0+ZUykbBmCvG/o7++OfXtLkBd+EW/mgQV8UAAAAAElFTkSuQmCC)… и т. п. Их непосредственное сжатие будет генерировать выходной код ![005000600007...](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAHEAAAANBAMAAABssJxZAAAAMFBMVEX///9UVFSqqqpmZmYyMjK6uroiIiLu7u7c3NwQEBBERETMzMx2dnaYmJiIiIgAAAAvJhnNAAAAAXRSTlMAQObYZgAAAWJJREFUKBV9kjFLw1AUhQ9paxLbNCJ0cwhiFxezlAi6qL9BBxd/gZLJIAh2cxRcFFzyEwJugphFcBAJuChUqDjoYIsURKWWeO+jN1EKPjjvfHDeITfJA2Tp+0L/eBAEedptASQtTRN2pWonBm46YFc8DApp+pU1rbgcsrR6BGG0cIbx6MJnZ0lQqK82sqYZ4ZilRYAwTmA2H7GrnFkCCzoNM1wHPjZZ3BQ2PjCWHALsd8wSABVfitgAVlha98kXLr2hON978NgbJFcC4DwrYg5YYmmJFWZMp2vfWNPIJ0kTEgDhaJNm68sBbtR6sKdHmsavZj4IBsI85UIf5iX532krbv5Mevkt1o6DgTB/med3mFfkL6S2BCjGedOM8MnajgzlzPQ37OYybIedJYdgt/NmNS6FSii4wnjFOmYxo5w5C/aoeYqySxvdtlufpV8vZkw3zoM15SlnlkMwHeDet45o+wF1a7nY6YYDTwAAAABJRU5ErkJggg==). Спрашивается, можно ли в этом частном случае повысить степень сжатия?

Оказывается, это возможно, если оговорить некоторые действия:

Мы знаем, что для каждого кода надо добавлять в таблицу строку, состоящую из уже присутствующей там строки и символа, с которого начинается следующая строка в потоке.

Пусть словарь состоит из слов : ![a, b, c, d, e](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEUAAAAOBAMAAACLPMy1AAAAMFBMVEX///9ERESYmJgQEBBmZmbMzMwyMjLu7u4iIiK6urpUVFSIiIiqqqp2dnbc3NwAAAD8Hb8PAAAAAXRSTlMAQObYZgAAARBJREFUGBldkDFLw0AYhl9ir9eY9OjYMauTQRAHl/4FaQe3/gBbCEWwUrBuTkIHwUlwdavi1HYIVXBopeCqQ8DFRcjWRYLfd7ko3A33fM8z3B0HmOXWi8mwum8F0omddu0AdKykQiuQrq3k3P6H78Udi7vznDDl25yhPu4DzRmpupD6hFLNr3H8SlYa0TBhHuAYKI/FOUsldjS7OGM9QpOBy3kAtBOvwTKMNvkclbFAZHhkKn3HE8ovEdkhNmKCm9IG+CE6J0SRQgKfaPfQAvr0QQSZwhMNqFBkARF7GADew80M2zGc6ZiB12Xg/ADTrfeYebWkli8zGPimFtTq8ovoMTlwrQ1/1HqaRwM5yrXgL5wrQXWhksyNAAAAAElFTkSuQmCC). Будем кодировать стоку ![aaaaaaaaaa](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAFkAAAAHBAMAAACRofwbAAAAMFBMVEX///+fn5+YmJgQEBBmZmbMzMwyMjLu7u4iIiK6urpUVFSIiIiqqqp2dnbc3NwAAADIWBhxAAAAAXRSTlMAQObYZgAAAG5JREFUGBljYHh7eiUD351dE3AwUKQZ+NrZvzO8KKgvwM5AFWVg28DawJDNEIGDgSrNEP+A24H1H8MWHAwUaQaGwwxsx2sMGHLKsTOEkaULGB4zxBfxGbB+V8DOQBFlYODeNHcPw27N2wewM1BFARC8eafQ+BX5AAAAAElFTkSuQmCC)

Итак, кодировщик заносит первую ![a](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAkAAAAHBAMAAAAotXpTAAAALVBMVEX///+YmJgQEBBmZmbMzMwyMjLu7u4iIiK6urpUVFSIiIiqqqp2dnbc3NwAAAA3y2svAAAAAXRSTlMAQObYZgAAADNJREFUCB1jYLizawYDA28Z2zMGBtYFLAUMDH4XuAwYGDYxsG5LYLjE4JfIwMC1sGc1AwDvJws/LAAHcQAAAABJRU5ErkJggg==) в строку, ищет и находит ![a](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAkAAAAHBAMAAAAotXpTAAAALVBMVEX///+YmJgQEBBmZmbMzMwyMjLu7u4iIiK6urpUVFSIiIiqqqp2dnbc3NwAAAA3y2svAAAAAXRSTlMAQObYZgAAADNJREFUCB1jYLizawYDA28Z2zMGBtYFLAUMDH4XuAwYGDYxsG5LYLjE4JfIwMC1sGc1AwDvJws/LAAHcQAAAABJRU5ErkJggg==)

в словаре под номером ![\langle0\rangle](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABIAAAASBAMAAACk4JNkAAAAMFBMVEX///8yMjIiIiIQEBCIiIi6urpmZmbu7u5UVFR2dnbc3NxERESqqqqYmJjMzMwAAABeyf3fAAAAAXRSTlMAQObYZgAAAI9JREFUCB0tzCEOwkAUhOEf2MKGFrgRwSLKBTB1TVBVpHKPUI1aW9cj9AIkaxC4ijoMDsts4SVv8iVvd4ABTYxNb/KGTkp58uIktexZ+Kt0W3+YByt1yZtZkfVkIZMcDlv9dKFmujKqJP44cGfp1bLzerdtOHJmVagFk5eYAR7ESbX1pFFpq8hSm4QoF+M/X8IRIgDANZelAAAAAElFTkSuQmCC). Добавляет в строку следующую ![a](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAkAAAAHBAMAAAAotXpTAAAALVBMVEX///+YmJgQEBBmZmbMzMwyMjLu7u4iIiK6urpUVFSIiIiqqqp2dnbc3NwAAAA3y2svAAAAAXRSTlMAQObYZgAAADNJREFUCB1jYLizawYDA28Z2zMGBtYFLAUMDH4XuAwYGDYxsG5LYLjE4JfIwMC1sGc1AwDvJws/LAAHcQAAAABJRU5ErkJggg==), находит, что ![aa](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABIAAAAHBAMAAAD3+wBMAAAALVBMVEX///+YmJgQEBBmZmbMzMwyMjLu7u4iIiK6urpUVFSIiIiqqqp2dnbc3NwAAAA3y2svAAAAAXRSTlMAQObYZgAAAFFJREFUCB0BRgC5/wAA3LqYAA3LqYAADXYG5gDXYG5gAAWgBHAAWgBHAABO0AowBO0AowAAsgAFtmsgAFtmANIATmENIATmEAAKoYyrAKoYyrAB/xXJvnr+VAAAAABJRU5ErkJggg==)нет в словаре. Тогда он добавляет запись ![\langle5\rangle](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABIAAAASBAMAAACk4JNkAAAALVBMVEX///8iIiIQEBCIiIi6urpmZmbu7u5UVFR2dnbc3NxERESqqqqYmJjMzMwAAAASS9tCAAAAAXRSTlMAQObYZgAAAJJJREFUCB1jYGC4wJCZACQYGHg27Hv3hmEBkMXFsNuXgcEWyJrBsBdIpgJxJ5jFDmQtYNhsHMbAvYGB+wDDHoZTDAwFDOwJQPF5FxgiGdKBDAa+AwyXgYawaYNYexhYJ7DJMsybAFTH28BgwBDKwBYAMiWjtYGBGWjxEZAWoHIGiGagVgaIgQxhQBbLASAB1IoAAHe0IJ70Jip+AAAAAElFTkSuQmCC): ![aa](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABIAAAAHBAMAAAD3+wBMAAAALVBMVEX///+YmJgQEBBmZmbMzMwyMjLu7u4iIiK6urpUVFSIiIiqqqp2dnbc3NwAAAA3y2svAAAAAXRSTlMAQObYZgAAAFFJREFUCB0BRgC5/wAA3LqYAA3LqYAADXYG5gDXYG5gAAWgBHAAWgBHAABO0AowBO0AowAAsgAFtmsgAFtmANIATmENIATmEAAKoYyrAKoYyrAB/xXJvnr+VAAAAABJRU5ErkJggg==)в словарь и выводит метку ![\langle0\rangle](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABIAAAASBAMAAACk4JNkAAAAMFBMVEX///8yMjIiIiIQEBCIiIi6urpmZmbu7u5UVFR2dnbc3NxERESqqqqYmJjMzMwAAABeyf3fAAAAAXRSTlMAQObYZgAAAI9JREFUCB0tzCEOwkAUhOEf2MKGFrgRwSLKBTB1TVBVpHKPUI1aW9cj9AIkaxC4ijoMDsts4SVv8iVvd4ABTYxNb/KGTkp58uIktexZ+Kt0W3+YByt1yZtZkfVkIZMcDlv9dKFmujKqJP44cGfp1bLzerdtOHJmVagFk5eYAR7ESbX1pFFpq8hSm4QoF+M/X8IRIgDANZelAAAAAElFTkSuQmCC)(![a](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAkAAAAHBAMAAAAotXpTAAAALVBMVEX///+YmJgQEBBmZmbMzMwyMjLu7u4iIiK6urpUVFSIiIiqqqp2dnbc3NwAAAA3y2svAAAAAXRSTlMAQObYZgAAADNJREFUCB1jYLizawYDA28Z2zMGBtYFLAUMDH4XuAwYGDYxsG5LYLjE4JfIwMC1sGc1AwDvJws/LAAHcQAAAABJRU5ErkJggg==)) в выходной поток.

Далее строка инициализируется второй ![a](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAkAAAAHBAMAAAAotXpTAAAALVBMVEX///+YmJgQEBBmZmbMzMwyMjLu7u4iIiK6urpUVFSIiIiqqqp2dnbc3NwAAAA3y2svAAAAAXRSTlMAQObYZgAAADNJREFUCB1jYLizawYDA28Z2zMGBtYFLAUMDH4XuAwYGDYxsG5LYLjE4JfIwMC1sGc1AwDvJws/LAAHcQAAAABJRU5ErkJggg==), то есть принимает вид ![a?](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABAAAAAMBAMAAACZySCyAAAAMFBMVEX///9ERESYmJgQEBBmZmbMzMwyMjLu7u4iIiK6urpUVFSIiIiqqqp2dnbc3NwAAAD8Hb8PAAAAAXRSTlMAQObYZgAAAGBJREFUCB1jYACBN9rLwTSDDYMjhHGP4QaEwcDQBGWwKDAwvD29koGhloGBr539OwODOgMD2wbWBgYGoEz8A24HBoYJDAyHGdiOFzAAwWOG+CIG9hwGBu5Nc/cwsBsxAAB1MRMbj17T6QAAAABJRU5ErkJggg==)вводится третья ![a](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAkAAAAHBAMAAAAotXpTAAAALVBMVEX///+YmJgQEBBmZmbMzMwyMjLu7u4iIiK6urpUVFSIiIiqqqp2dnbc3NwAAAA3y2svAAAAAXRSTlMAQObYZgAAADNJREFUCB1jYLizawYDA28Z2zMGBtYFLAUMDH4XuAwYGDYxsG5LYLjE4JfIwMC1sGc1AwDvJws/LAAHcQAAAABJRU5ErkJggg==), строка вновь равна ![aa](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABIAAAAHBAMAAAD3+wBMAAAALVBMVEX///+YmJgQEBBmZmbMzMwyMjLu7u4iIiK6urpUVFSIiIiqqqp2dnbc3NwAAAA3y2svAAAAAXRSTlMAQObYZgAAAFFJREFUCB0BRgC5/wAA3LqYAA3LqYAADXYG5gDXYG5gAAWgBHAAWgBHAABO0AowBO0AowAAsgAFtmsgAFtmANIATmENIATmEAAKoYyrAKoYyrAB/xXJvnr+VAAAAABJRU5ErkJggg==), которая теперь имеется в словаре.

Если появляется четвертая ![a](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAkAAAAHBAMAAAAotXpTAAAALVBMVEX///+YmJgQEBBmZmbMzMwyMjLu7u4iIiK6urpUVFSIiIiqqqp2dnbc3NwAAAA3y2svAAAAAXRSTlMAQObYZgAAADNJREFUCB1jYLizawYDA28Z2zMGBtYFLAUMDH4XuAwYGDYxsG5LYLjE4JfIwMC1sGc1AwDvJws/LAAHcQAAAABJRU5ErkJggg==), то строка ![aa?](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABkAAAAMBAMAAABl3At4AAAAMFBMVEX///9ERESYmJgQEBBmZmbMzMwyMjLu7u4iIiK6urpUVFSIiIiqqqp2dnbc3NwAAAD8Hb8PAAAAAXRSTlMAQObYZgAAAIVJREFUCB1jYIABvkO7CmBsBgbmAywCCB7vA94GBI+BgUMBmecE5Lw9vZKB786uCQzsFxgY+NrZvzO8KKgvYGACGsm2gbWBIZshgoGBCagw/gG3A+s/hi0MDJxA3mEGtuM1Bgw55WDzHjPEF/EZsH5XYCg7wMDAvWnuHobdmrcPMBQrMAAA+dwgQ8KCUhkAAAAASUVORK5CYII=)равна ![aaa](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABsAAAAHBAMAAAAL7iuGAAAALVBMVEX///+YmJgQEBBmZmbMzMwyMjLu7u4iIiK6urpUVFSIiIiqqqp2dnbc3NwAAAA3y2svAAAAAXRSTlMAQObYZgAAAF1JREFUCB1jYLizawYD7+mVDWAGA28Z2zOG6wl5CWAGA+sClgKGKAZ3CIPB7wKXActbhsVgBgPDJgbWbdkKDNFpIEYCwyUGv0ReBZZnAiAGAwPXwp7VDKskTm0AMwDY3iEHHPFj2gAAAABJRU5ErkJggg==), которой нет в словаре. Словарь пополняется этой строкой, а на выход идет метка ![\langle5\rangle](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABIAAAASBAMAAACk4JNkAAAALVBMVEX///8iIiIQEBCIiIi6urpmZmbu7u5UVFR2dnbc3NxERESqqqqYmJjMzMwAAAASS9tCAAAAAXRSTlMAQObYZgAAAJJJREFUCB1jYGC4wJCZACQYGHg27Hv3hmEBkMXFsNuXgcEWyJrBsBdIpgJxJ5jFDmQtYNhsHMbAvYGB+wDDHoZTDAwFDOwJQPF5FxgiGdKBDAa+AwyXgYawaYNYexhYJ7DJMsybAFTH28BgwBDKwBYAMiWjtYGBGWjxEZAWoHIGiGagVgaIgQxhQBbLASAB1IoAAHe0IJ70Jip+AAAAAElFTkSuQmCC)(![aa](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABIAAAAHBAMAAAD3+wBMAAAALVBMVEX///+YmJgQEBBmZmbMzMwyMjLu7u4iIiK6urpUVFSIiIiqqqp2dnbc3NwAAAA3y2svAAAAAXRSTlMAQObYZgAAAFFJREFUCB0BRgC5/wAA3LqYAA3LqYAADXYG5gDXYG5gAAWgBHAAWgBHAABO0AowBO0AowAAsgAFtmsgAFtmANIATmENIATmEAAKoYyrAKoYyrAB/xXJvnr+VAAAAABJRU5ErkJggg==)).

После этого строка инициализируется третьей ![a](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAkAAAAHBAMAAAAotXpTAAAALVBMVEX///+YmJgQEBBmZmbMzMwyMjLu7u4iIiK6urpUVFSIiIiqqqp2dnbc3NwAAAA3y2svAAAAAXRSTlMAQObYZgAAADNJREFUCB1jYLizawYDA28Z2zMGBtYFLAUMDH4XuAwYGDYxsG5LYLjE4JfIwMC1sGc1AwDvJws/LAAHcQAAAABJRU5ErkJggg==), и т.д. и т.п. Дальнейший процесс вполне ясен.
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|  |  |
| --- | --- |
| Слово | Номер в словаре |
| *a* | \langle0\rangle |
| *b* | \langle1\rangle |
| *c* | \langle2\rangle |
| *d* | \langle3\rangle |
| *e* | \langle4\rangle |

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| Текущая строка | Текущий символ | Следующий символ | Вывод | | Словарь | |
| Код | Биты |
| *aa* | *a* | *a* | 0 | 000 | 5: | *aa* |
| *aa* | *a* | *a* | - | - | - | *-* |
| *aaa* | *a* | *a* | 5 | 101 | 6: | *aaa* |
| *a* | *a* | *a* | - | - | - | *-* |
| *aa* | *a* | *a* | - | - | - | *-* |
| *aaa* | *a* | *a* | - | - | - | *-* |
| *aaaa* | *a* | *a* | 6 | 110 | 7: | *aaaa* |
| *a* | *a* | *a* | - | - | - | *-* |
| *aa* | *a* | *a* | - | - | - | *-* |
| *aaa* | *a* | *a* | - | - | - | *-* |
| *aaaa* | *a* | *a* | 7 | 111 | 8: | *aaaaa* |

В результате на выходе получаем последовательность ![0567](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACEAAAANBAMAAADVpBoRAAAAMFBMVEX///9UVFSqqqpmZmYyMjK6uroiIiLu7u7c3NwQEBBERETMzMx2dnaYmJiIiIgAAAAvJhnNAAAAAXRSTlMAQObYZgAAAMxJREFUCB0tjqGOwlAQRU9eIS2hLXxCDZKAWYdgsz+AQZcfgDxFg0IisYgVz6/pD2x4CXZFN1gECb4CA4SQMo9wzZ05yb0z4OSvXkaWZTKUB1RVFYRl4VXVDSLbNKqTw0/z4nXGH9DI2SgBcdu3Eb6FtWbqSCNxVaGGFL5UedLr7l62X6E9+FRFZFJbn4B5EwjuacKZwBGXEntsc74J+zJK82yR8FiOhNSsELl+nefBteZSraOQ2NZNjNdXRg1ZHhGVe+3/DeB/p19PPQFaxTwX5lhjcQAAAABJRU5ErkJggg==). При кодировании использовались только трехбитные группы. Длина закодированного сообщения составила ![4 \cdot 3 = 12](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEMAAAANBAMAAAAAts5cAAAAMFBMVEX///8yMjIiIiJ2dnYQEBBERERmZmaqqqrMzMzu7u6YmJiIiIi6urrc3NxUVFQAAACmvsueAAAAAXRSTlMAQObYZgAAAPBJREFUGBljYGDgu8AABpyr7aAsCJ/hIAMDs+lLEOc8VILPgFkBKgmmjj1hYLBkeARi74cqYX3A9RNZCUMJA6c7Q/8BBgau+XDjmR3QlXgxzF/AwNDDD1cyBagDCZSA2CBTNsCVzJZGkgcywUqSGBjYJ8CVMPA9AEo8DQWCBCADrITXl4HhOgNICc8DkBjPdxAJByBTWBsYGJal5b8GutmTgWFqA+9nuDSIAVKSwTABSN6HOvf8Bo5fQC7IntAHQAZICVcDZwGQBVPCysAMNAsJAJUcW7WsAagwPgoizGucBzUPwm+Wz+b8//8/kh6cTADkBj5iOAWN5gAAAABJRU5ErkJggg==)бит, что на ![7 \cdot 3  - 12 = 9](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAGAAAAAOBAMAAAAiSAQhAAAAMFBMVEX///8iIiJUVFSIiIgyMjLc3NxERETMzMx2dnaYmJi6urqqqqoQEBBmZmbu7u4AAABq12aMAAAAAXRSTlMAQObYZgAAAT9JREFUKBWVT7FKw1AUPaZNfC+1r35CdHER6egiCH6A/YTg0E3IqFODg3QSwclBCegklHaWDi6CIkjVodCpIDhJMgmKYry3aV6em57hvnPOvSf3BojjGP9BNU2/snl1tNcwk+eA2F8xHayuAdXLi1FmWqGYN9qdZeAAC4YDMah4kFBhZjqe/Dbbfag7tCLDSiLFE2Kce+IqZ/xS4BbJoWF1A3yS3NXWa6QpkT6LXxtaAd7J87nBeN7I3mmdBB5Mq9ZTFLB97VmepkQ4YF9TsZqEbSLSlzf0CwOirkcFLl1YWiQsseKAEzDTODv9AMohaXkPvAQ2X6jBgSHGWjNRb0CtPrW69VnKF6CADFSP1vBJW9QoRZV1IMkDDgTtKUCBzvGJedNMWCY5R9+YwG4/Nopx7Gw+qTRNDQdue2jKv/EfKFFPJvul/3sAAAAASUVORK5CYII=) бит короче кодирования стандартным методом LZW. Можно показать, что такая последовательность будет корректно восстановлена. Декодировщик сначала читает первый код – это ![\langle0\rangle](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABIAAAASBAMAAACk4JNkAAAAMFBMVEX///8yMjIiIiIQEBCIiIi6urpmZmbu7u5UVFR2dnbc3NxERESqqqqYmJjMzMwAAABeyf3fAAAAAXRSTlMAQObYZgAAAI9JREFUCB0tzCEOwkAUhOEf2MKGFrgRwSLKBTB1TVBVpHKPUI1aW9cj9AIkaxC4ijoMDsts4SVv8iVvd4ABTYxNb/KGTkp58uIktexZ+Kt0W3+YByt1yZtZkfVkIZMcDlv9dKFmujKqJP44cGfp1bLzerdtOHJmVagFk5eYAR7ESbX1pFFpq8hSm4QoF+M/X8IRIgDANZelAAAAAElFTkSuQmCC), которому соответствует символ ![a](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAkAAAAHBAMAAAAotXpTAAAALVBMVEX///+YmJgQEBBmZmbMzMwyMjLu7u4iIiK6urpUVFSIiIiqqqp2dnbc3NwAAAA3y2svAAAAAXRSTlMAQObYZgAAADNJREFUCB1jYLizawYDA28Z2zMGBtYFLAUMDH4XuAwYGDYxsG5LYLjE4JfIwMC1sGc1AwDvJws/LAAHcQAAAABJRU5ErkJggg==). Затем читает код ![\langle5\rangle](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABIAAAASBAMAAACk4JNkAAAALVBMVEX///8iIiIQEBCIiIi6urpmZmbu7u5UVFR2dnbc3NxERESqqqqYmJjMzMwAAAASS9tCAAAAAXRSTlMAQObYZgAAAJJJREFUCB1jYGC4wJCZACQYGHg27Hv3hmEBkMXFsNuXgcEWyJrBsBdIpgJxJ5jFDmQtYNhsHMbAvYGB+wDDHoZTDAwFDOwJQPF5FxgiGdKBDAa+AwyXgYawaYNYexhYJ7DJMsybAFTH28BgwBDKwBYAMiWjtYGBGWjxEZAWoHIGiGagVgaIgQxhQBbLASAB1IoAAHe0IJ70Jip+AAAAAElFTkSuQmCC), но этого кода в его таблице нет. Но мы уже знаем, что такая ситуация возможна только в том случае, когда добавляемый символ равен первому символу только что считанной последовательности, то есть ![a](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAkAAAAHBAMAAAAotXpTAAAALVBMVEX///+YmJgQEBBmZmbMzMwyMjLu7u4iIiK6urpUVFSIiIiqqqp2dnbc3NwAAAA3y2svAAAAAXRSTlMAQObYZgAAADNJREFUCB1jYLizawYDA28Z2zMGBtYFLAUMDH4XuAwYGDYxsG5LYLjE4JfIwMC1sGc1AwDvJws/LAAHcQAAAABJRU5ErkJggg==). Поэтому он добавит в свою таблицу строку ![aa](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABIAAAAHBAMAAAD3+wBMAAAALVBMVEX///+YmJgQEBBmZmbMzMwyMjLu7u4iIiK6urpUVFSIiIiqqqp2dnbc3NwAAAA3y2svAAAAAXRSTlMAQObYZgAAAFFJREFUCB0BRgC5/wAA3LqYAA3LqYAADXYG5gDXYG5gAAWgBHAAWgBHAABO0AowBO0AowAAsgAFtmsgAFtmANIATmENIATmEAAKoYyrAKoYyrAB/xXJvnr+VAAAAABJRU5ErkJggg==) с кодом ![\langle5\rangle](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABIAAAASBAMAAACk4JNkAAAALVBMVEX///8iIiIQEBCIiIi6urpmZmbu7u5UVFR2dnbc3NxERESqqqqYmJjMzMwAAAASS9tCAAAAAXRSTlMAQObYZgAAAJJJREFUCB1jYGC4wJCZACQYGHg27Hv3hmEBkMXFsNuXgcEWyJrBsBdIpgJxJ5jFDmQtYNhsHMbAvYGB+wDDHoZTDAwFDOwJQPF5FxgiGdKBDAa+AwyXgYawaYNYexhYJ7DJMsybAFTH28BgwBDKwBYAMiWjtYGBGWjxEZAWoHIGiGagVgaIgQxhQBbLASAB1IoAAHe0IJ70Jip+AAAAAElFTkSuQmCC), а в выходной поток поместит ![aa](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABIAAAAHBAMAAAD3+wBMAAAALVBMVEX///+YmJgQEBBmZmbMzMwyMjLu7u4iIiK6urpUVFSIiIiqqqp2dnbc3NwAAAA3y2svAAAAAXRSTlMAQObYZgAAAFFJREFUCB0BRgC5/wAA3LqYAA3LqYAADXYG5gDXYG5gAAWgBHAAWgBHAABO0AowBO0AowAAsgAFtmsgAFtmANIATmENIATmEAAKoYyrAKoYyrAB/xXJvnr+VAAAAABJRU5ErkJggg==). И так может быть раскодирована вся цепочка кодов.

Мало того, описанное выше правило кодирования мы можем применять в общем случае не только к подряд идущим одинаковым символам, но и к последовательностям, у которых очередной добавляемый символ равен первому символу цепочки.

#### Преимущества алгоритма LZW

Алгоритм является однопроходным.

Для декомпрессии не надо сохранять таблицу строк в файл для распаковки. Алгоритм построен таким образом, что мы в состоянии восстановить таблицу строк, пользуясь только потоком кодов.

#### Недостатки алгоритма LZW

Алгоритм не проводит анализ входных данных.

1. Сжатие алгоритмом LZW
2. По алгоритму LZW выполнить сжатие сообщения, которое задано в табл. 4. (таблица кодировки – ASCII). Процесс сжатия оформить в виде табл. 1 и 2. В таблице 1 показать только коды используемых символов.
3. Декодировать сжатое в п. 1 сообщение. Процесс декодирования оформить в виде табл. 3.
4. Посчитать коэффициент сжатия

Таблица 4

Варианты заданий

|  |  |  |  |
| --- | --- | --- | --- |
| № | Текст | № | Текст |
| 1 | ФЯ1241234ЙЦЙФЯ | 17 | HDREEREDREF |
| 2 | WASH2ASZXCWAS | 18 | KJYUJKJYUJKY |
| 3 | RTEY421421TEITY | 19 | BGHTBGHTBGH |
| 4 | FGWQ767FGWQRE | 20 | JYRTYTYRTYT |
| 5 | EDTTW3366ETTED | 21 | REDEDRETYRE |
| 6 | OIRT67767OIRT63 | 22 | GRBYGBYGTR |
| 7 | HJWEFV44WEFJW | 23 | АПРКПРКЕНТПР |
| 8 | KJDFFKDFF563332 | 24 | ОЛНЕОНЕГРНЕО |
| 9 | IERRHWERRHWRE | 25 | РАОПВАОРАОПВ |
| 10 | UYIIERIIERWDFG | 26 | ПРЕДЛЕДПРЕДЛ |
| 11 | IFDEFGDSEFGDK | 27 | ВКАПКАПВАПК |
| 12 | DEVVDEVTYDF | 28 | ЛЕКЫЕКВЕКЫВ |
| 13 | KGJVFJVFHTGN | 29 | МИНТВВАМИТВ |
| 14 | PODFRRRTRRB | 30 | ЛГОУВАОУВЛГ |
| 15 | FNGNNHTRHTR | 31 | ДЫЦАТДЦАТДЦ |
| 16 | DFFGFFFGFFFG | 32 | 23843384723338 |

**Контрольные вопросы**

1. В чем состоит принцип LZW-сжатия?
2. Какие форматы файлов наиболее эффективно архивировать с помощью LZW-сжатия?
3. В чем особенность процесса распаковки при использовании алгоритма LZW?
4. Какими достоинствами и недостатками обладает алгоритм LZW?
5. Что называется эффективным кодированием или сжатием сообщения?
6. Назовите причины избыточности сообщений.
7. Дайте определение коэффициенту сжатия?
8. Чему равен максимальный коэффициент сжатия в случае сжатия без потерь информации?
9. Назовите известные алгоритмы сжатия сообщений без потерь информации.
10. Опишите процесс сжатия сообщения по алгоритму LZW.
11. Опишите процесс декодирования сообщения по алгоритму LZW.

## 2. ПОМЕХОУСТОЙЧИВОЕ КОДИРОВАНИЕ

### 2,1. Помехоустойчивые коды и их основные параметры

Проблема повышения верности обусловлена не соответствием между требованиями, предъявляемыми при передаче данных и качеством реальных каналов связи. В сетях передачи данных требуется обеспечить верность не хуже 10-6 - 10-9, а при использовании реальных каналов связи и простого (первичного) кода указанная верность не превышает 10-2 - 10-5.   
Одним из путей решения задачи повышения верности в настоящее время является использование специальных процедур, основанных на применении помехоустойчивых (корректирующих) кодов.

#### Принцип построения помехоустойчивых кодов

Простые коды характеризуются тем, что для передачи информации используются все кодовые слова (комбинации), количество которых равно N=qn (q - основание кода, а n - длина кода). В общем случае они могут отличаться друг от друга одним символом (элементом). Поэтому даже один ошибочно принятый символ приводит к замене одного кодового слова другим и, следовательно, к неправильному приему сообщения в целом.   
*Помехоустойчивыми называются коды, позволяющие обнаруживать и (или) исправлять ошибки в кодовых словах, которые возникают при передаче по* каналам связи. Эти коды строятся таким образом, что для передачи сообщения используется лишь часть кодовых слов, которые отличаются друг от друга более чем в одном символе. Эти кодовые слова называются разрешенными. Все остальные кодовые слова не используются и относятся к числу запрещенных.   
Применение помехоустойчивых кодов для повышения верности передачи данных связанно с решением задач кодирования и декодирования.   
Задача кодирования заключается в получении при передаче для каждой k - элементной комбинации из множества qk соответствующего ей кодового слова длиною n из множества qn.

### 2.2 Код Хэмминга. Пример работы алгоритма

Прежде всего стоит сказать, что такое Код Хэмминга и для чего он, собственно, нужен.

Коды Хэмминга — наиболее известные и, вероятно, первые из самоконтролирующихся и самокорректирующихся кодов. Построены они применительно к двоичной системе счисления.

Другими словами, это алгоритм, который позволяет закодировать какое-либо информационное сообщение определённым образом и после передачи (например, по сети) определить появилась ли какая-то ошибка в этом сообщении (к примеру, из-за помех) и, при возможности, восстановить это сообщение. Рассмотрим самый простой алгоритм Хемминга, который может исправлять лишь одну ошибку.

Также стоит отметить, что существуют более совершенные модификации данного алгоритма, которые позволяют обнаруживать (и если возможно исправлять) большее количество ошибок.

Сразу стоит сказать, что Код Хэмминга состоит из двух частей. Первая часть кодирует исходное сообщение, вставляя в него в определённых местах контрольные биты (вычисленные особым образом). Вторая часть получает входящее сообщение и заново вычисляет контрольные биты (по тому же алгоритму, что и первая часть). Если все вновь вычисленные контрольные биты совпадают с полученными, то сообщение получено без ошибок. В противном случае, выводится сообщение об ошибке и при возможности ошибка исправляется.

#### Как это работает.

Для того, чтобы понять работу данного алгоритма, рассмотрим пример.

#### Подготовка

Допустим, у нас есть сообщение «habr», которое необходимо передать без ошибок. Для этого сначала нужно наше сообщение закодировать при помощи кода Хэмминга. Нам необходимо представить его в бинарном виде.  
  
![https://habrastorage.org/storage2/288/3c8/b62/2883c8b624d59ba1dffbdfea96743a39.png](data:image/png;base64,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)

На этом этапе стоит определиться с, так называемой, длиной информационного слова, то есть длиной строки из нулей и единиц, которые мы будем кодировать. Допустим, у нас длина слова будет равна 16. Таким образом, нам необходимо разделить наше исходное сообщение («habr») на блоки по 16 бит, которые мы будем потом кодировать отдельно друг от друга. Так как один символ занимает в памяти 8 бит, то в одно кодируемое слово помещается ровно два ASCII символа. Итак, мы получили две бинарные строки по 16 бит:   
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После этого процесс кодирования распараллеливается, и две части сообщения («ha» и «br») кодируются независимо друг от друга. Рассмотрим, как это делается на примере первой части.  
Прежде всего, необходимо вставить контрольные биты. Они вставляются в строго определённых местах — это позиции с номерами, равными степеням двойки. В нашем случае (при длине информационного слова в 16 бит) это будут позиции 1, 2, 4, 8, 16. Соответственно, у нас получилось 5 контрольных бит (выделены красным цветом):  
  
Было:  
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Стало:  
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Таким образом, длина всего сообщения увеличилась на 5 бит. До вычисления самих контрольных бит, мы присвоили им значение «0».

#### Вычисление контрольных бит.

Теперь необходимо вычислить значение каждого контрольного бита. Значение каждого контрольного бита зависит от значений информационных бит (как неожиданно), но не от всех, а только от тех, которые этот контрольных бит контролирует. Для того, чтобы понять, за какие биты отвечает каждых контрольный бит необходимо понять очень простую закономерность: контрольный бит с номером N контролирует все последующие N бит через каждые N бит, начиная с позиции N. Не очень понятно, но по картинке, думаю, станет яснее:
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Здесь знаком «X» обозначены те биты, которые контролирует контрольный бит, номер которого справа. То есть, к примеру, бит номер 12 контролируется битами с номерами 4 и 8. Ясно, что чтобы узнать какими битами контролируется бит с номером N надо просто разложить N по степеням двойки.

Но как же вычислить значение каждого контрольного бита? Делается это очень просто: берём каждый контрольный бит и смотрим сколько среди контролируемых им битов единиц, получаем некоторое целое число и, если оно чётное, то ставим ноль, в противном случае ставим единицу. Вот и всё! Можно конечно и наоборот, если число чётное, то ставим единицу, в противном случае, ставим 0. Главное, чтобы в «кодирующей» и «декодирующей» частях алгоритм был одинаков. (Мы будем применять первый вариант).

В нашем примере:

*a*1= (*a*3+*a*5+*a*7+*a*9+*a*11+*a*13+*a*15+*a*17+*a*19+*a*21) mod 2 = (0+0+1+0+0+0+0+1+1+1+1) mod 2 = 5 mod 2 = **1**;

контрольная сумма k1

k1=(*a*1+*a*3+*a*5+*a*7+*a*9+*a*11+*a*13+*a*15+*a*17+*a*19+*a*21) mod 2 = 6 mod 2 = 0;

*a*2=(*a*3+*a*6+*a*7+*a*10+*a*11+*a*114+*a*15+*a*18+*a*19) mod 2 = 4 mod 2 = **0**;

контрольная сумма k2

k2=(*a*2+*a*3+*a*6+*a*7+*a*10+*a*11+*a*114+*a*15+*a*18+*a*19) mod 2 = 4 mod 2 = 0;

*a*4= (*a*5+ *a*6+*a*7+*a*12+*a*13+*a*14+*a*15+*a*20+*a*21) mod 2 = 3 mod 2 = **1**;

контрольная сумма k4

k4= (*a*4+*a*5+ *a*6+*a*7+*a*12+*a*13+*a*14+*a*15+*a*20+*a*21) mod 2 = 4 mod 2 = 0;

*a*8 = (*a*9+ *a*10+*a*11+*a*12+*a*13+*a*14+*a*15) mod 2= 2 mod 2 = **0**;

контрольная сумма k8

k8 = (*a*8+*a*9+ *a*10+*a*11+*a*12+*a*13+*a*14+*a*15) mod 2= 2 mod 2 = 0;

*a*16 = (*a*17+*a*18+*a*19+*a*20+*a*21) mod 2 = 4 mod 2 = **0**;

контрольная сумма k16

k16=(*a*16+*a*17+*a*18+*a*19+*a*20+*a*21) mod 2 = 4 mod 2 = 0;

здесь операция x mod 2 означает целочисленный остаток от деления х/2. Обратите внимание, что все контрольные суммы равны нулю: k1=k2=k4=k8=k16=0.

Высчитав контрольные биты для нашего информационного слова получаем следующее:   
![https://habrastorage.org/storage2/719/e5c/30a/719e5c30a55f74f58db64960cbe01191.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAKMAAAApCAIAAADWJQ5pAAAABGdBTUEAALGPC/xhBQAAAAFzUkdCAK7OHOkAAAKoSURBVHja7ZuxbsIwEIbvgbI4Qx6DlYzwBOzADkufAHiASnmCio6dM9PSpXMXqgpVAimVEyd2kjN1kg5t8ls3wOHL396nM7nY0PPxFTYEo+fj69PhBDONiD6OL30ykAZpkAZpkAZpkAbpHyyeCRptQBqkQRqkQfo/ko5GlI1g9jAA0o+LQP2/NN0NiXQB+G5MNI76Tno79Rdx+jpeCspfD2z13kxIrO6Hs3rL4g4jkO4raVnKeoB0X0nvQk0XNT0Q0lGImu716p0CTjuN5WI6GNJ4Gorn3iAN0iAN0iBtJ00YfR+oad56VtBYvUEapEEapEEapEEapP846XgeJETneaydD6szUZLa+0Y7vfxW3jwhxIQfTvdzec7CK1+TCbc43dU7CVVIs4dDLCdGsr3IYLk3w6/5n325PdPd6a7+E+noXUKK3oSJKnPG2SZEQsGbPCIijwR5uTM/N8KHpzOjmTAB8OH2azqpdxOqkN5Oi9zJDSixfrzt3K59M9fbC9E1n5mQ+LLPbOh0UXddveMSKpnfycH4SBaWTNDkjj/4Vw435njGNZlwi7OpekuhCmlzI/m4X/tpDbFO463OtaQbnvOPvnyzrPccFQenu3o70nI1Fqu4/JFcJPUOYzm5DqTZcNbZQr2dUIV0+ZCXyiPrZHP9uRSJv/g0SF8tM92d7uq/Qvp0GNdzLQ/7dSCtwllnC/V2QjdJy03lGmnldCD9cg5/nfQtddQ0ahrf0/ieLu69VXuj8y5vX0ebejbdSPPhvLOpelsh5t5bpVKnmHWyuZb33pddnXoH0g3U3bqsxDAFTHe0WZNTaUmLLoUNL36ioYaXX9Or/3TD4nRU7ypk7aezfsbmlADMoTKu++msxbLNdHc2UcczMjwjg4E0SIM0SP8b0rAh2DdMCJFzSbIpMgAAAABJRU5ErkJggg==)  
и для второй части:   
![https://habrastorage.org/storage2/f4c/b23/f09/f4cb23f09724cc292f3de4b4730d9650.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAKMAAAApCAIAAADWJQ5pAAAABGdBTUEAALGPC/xhBQAAAAFzUkdCAK7OHOkAAAKkSURBVHja7ZvNasJAEMfnmbYk7xIKoS+ieAj4FumhFw++gz30Ui/eS2svPRRqBYVKwULK5nM3zsaJldqaf5iLk5nZzfzY3cxupIfHJ0gXhB4en95Wc4gpRPTyvDgnAWmQBmmQBmmQBmmQ3iOTyKdwDNIgDdIgDdL/kXQcUnapaNYF0qNL8gb97KHDm+6QLgHfDxVRMOoE6d9g/Jdn7zg89bD+NdKX151ep/U0ftplG6QxpkH6uOu037tfgfR5klbRuOfl794nfh0DaeyGop4GaZAGaZAG6VOQJlznfmFM83JmAxqzN0iDNEiDNEiDNEiD9B8nvRyqhOhrOKmUs94XUZLK57hSFvvV1lEj685app8ekGdaskq2dbm7IybbJStNt9FFYWNuU9/1tetFf3qY5bZ4ls0BMeXKfaTjTw0p/vBNVJky/TkOElIfs/ws2SuUxXkU785apso48k0AvNLdusjdrax1qUZan0Pkqb/W5oPbUjkaKJNKC8sN0bawTMhbHxJTopTO3hMLlc5vsDZu6YGlE1QePdWOmevuDZY2AE7Jti53d8R0danKkc5a+QHQdKDM4TK1qLSxTCh8L26tlTmsBTHlysNI69nY7y3tW/ZZci25lnuz5V4qbOs/JN3QJWs6VdEdi8H+Kbd87XuJil4N0ts2MeXKo5Cer692Sc9HV0LSdcuWpPPWj0ra6pKD9OImEJJusrRJL94DIek8plyJMY0xjXUa63T59pvnt8q78R2nlTjGvcFSgIpt/Wek3V3ivwGysrk7dFpYbsriyqIujClXyqqsxJAcWFXRZkVOrSQtqxSn+65laB+upRhYJdu63N0Z0+P+OOKop8vSJfsov7pyNm0si3o6K7FaxWyjxB4Z9sggIA3SIA3S/4Y0pAvyDeTMAEXOJdpFAAAAAElFTkSuQmCC)  
  
Вот и всё! Первая часть алгоритма завершена.

#### Декодирование и исправление ошибок.

Теперь, допустим, мы получили закодированное первой частью алгоритма сообщение, но оно пришло к нам с ошибкой. К примеру, 11-ый бит передался неправильно:

Исходное сообщение: Полученное сообщение:  
![https://habrastorage.org/storage2/719/e5c/30a/719e5c30a55f74f58db64960cbe01191.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAKMAAAApCAIAAADWJQ5pAAAABGdBTUEAALGPC/xhBQAAAAFzUkdCAK7OHOkAAAKoSURBVHja7ZuxbsIwEIbvgbI4Qx6DlYzwBOzADkufAHiASnmCio6dM9PSpXMXqgpVAimVEyd2kjN1kg5t8ls3wOHL396nM7nY0PPxFTYEo+fj69PhBDONiD6OL30ykAZpkAZpkAZpkAbpHyyeCRptQBqkQRqkQfo/ko5GlI1g9jAA0o+LQP2/NN0NiXQB+G5MNI76Tno79Rdx+jpeCspfD2z13kxIrO6Hs3rL4g4jkO4raVnKeoB0X0nvQk0XNT0Q0lGImu716p0CTjuN5WI6GNJ4Gorn3iAN0iAN0iBtJ00YfR+oad56VtBYvUEapEEapEEapEEapP846XgeJETneaydD6szUZLa+0Y7vfxW3jwhxIQfTvdzec7CK1+TCbc43dU7CVVIs4dDLCdGsr3IYLk3w6/5n325PdPd6a7+E+noXUKK3oSJKnPG2SZEQsGbPCIijwR5uTM/N8KHpzOjmTAB8OH2azqpdxOqkN5Oi9zJDSixfrzt3K59M9fbC9E1n5mQ+LLPbOh0UXddveMSKpnfycH4SBaWTNDkjj/4Vw435njGNZlwi7OpekuhCmlzI/m4X/tpDbFO463OtaQbnvOPvnyzrPccFQenu3o70nI1Fqu4/JFcJPUOYzm5DqTZcNbZQr2dUIV0+ZCXyiPrZHP9uRSJv/g0SF8tM92d7uq/Qvp0GNdzLQ/7dSCtwllnC/V2QjdJy03lGmnldCD9cg5/nfQtddQ0ahrf0/ieLu69VXuj8y5vX0ebejbdSPPhvLOpelsh5t5bpVKnmHWyuZb33pddnXoH0g3U3bqsxDAFTHe0WZNTaUmLLoUNL36ioYaXX9Or/3TD4nRU7ypk7aezfsbmlADMoTKu++msxbLNdHc2UcczMjwjg4E0SIM0SP8b0rAh2DdMCJFzSbIpMgAAAABJRU5ErkJggg==) ![https://habrastorage.org/storage2/e14/9f0/22e/e149f022e390deae045650c6e17c03ba.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAKMAAAApCAIAAADWJQ5pAAAABGdBTUEAALGPC/xhBQAAAAFzUkdCAK7OHOkAAALRSURBVHja7Zs9bvJAEIbnQG7swsdwi0s4AT3QQ5MTAAdAcpEuUkRKatdOSJM6RfwpQpFAcrT+27U9i9ckxRf7XU0BLzueZB7N4vEu9Hx8hQ3B6Pn4eohimGpE9O/40icDaZAGaZAGaZAGaZBusXBqk7cGaZAGaZAG6b9IOvAoG+70cQCkn+Zu/v/SZDsk0iXguxHRKOg76c3EmYfp63BhU/F6YKv3ekz2cjec1VsUtx+AdF9Ji1KWA6T7SnrrS7qo6YGQDnzUdK9X7xRw2mks5pPBkMbTUDz3BmmQBmmQBmk9acLo+0BN89azgsbqDdIgDdIgDdIgDdIg/Z+TDmduQnSahVJ8XJ6IktTe11K0ilt59YQQ4x7Fu5k4Z2FVr8m4a0Tz6EygKN4dPuj+wzrELdFrpNnDIZoTI9lepLvYq+6X4s8+X59pLppHbyMdvAtIwZutosrEMNuESMh9E0dExJEgqxCLcyO8ezozmNoqAN5df02j6Fyg2EsZTx9U0qx7jfRmUuZObEDZq6fr4mblqLnenIkuxcyE7C/9zI6iSXTT1TusoBL5HUfKR6KwRILGd/zBv6q7MsdSrsm4a8Su0WukM6uQ1rvzG8nH/cpJa4gVlbcy14Kufyo++nLUst5zVAxE8+i3kRarsb0Mqx+JRVLuMNaS206adWfFG6K3kr7iXlkP5SGvPI+syOb6c2EnzvxTIX3RzDQXzaP/Cuk4GjVzLQ77/YB07s6KN0TvSLririEtNpUbpHPRgPTLyf910teio6ZR0/iexvd0ee+dtzcy7+L21Vs3E2dGmnfnxa7R20nr3Wv33nkqZYpZkc21uPc+b5vUf0C6Q3SzLitRLAcmO9qsyam1pGWXwrqXP9HIh1Vc02r+dEMjGkZnA3n3opkuLefNBtL201k/oxMFAHXkGZf9dNZi6Waai12i4xkZnpHBQBqkQRqk/wxp2BDsG7v3vogCbuEuAAAAAElFTkSuQmCC)

Вся вторая часть алгоритма заключается в том, что необходимо заново вычислить все контрольные суммы (так же, как и в первой части) и сравнить их с 0. Так, посчитав контрольные биты полученного сообщения с неправильным 11-ым битом мы получим такую картину:

k1= *a*1+*a*3+*a*5+*a*7+*a*9+*a*11+*a*13+*a*15+*a*17+*a*19+*a*21) mod 2 = (1+0+1+0+0+1+0+1+1+1+1) mod 2 = 7 mod 2 = 1; (ошибка)

k2=(*a*2+*a*3+*a*6+*a*7+*a*10+*a*11+*a*114+*a*15+*a*18+*a*19) mod 2 = 5 mod 2 = 1; (ошибка)

k4= (*a*4+*a*5+ *a*6+*a*7+*a*12+*a*13+*a*14+*a*15+*a*20+*a*21) mod 2 = 3 mod 2 = 0;

k8= (*a*8+*a*9+ *a*10+*a*11+*a*12+*a*13+*a*14+*a*15) mod 2= 3 mod 2 = 1; (ошибка)

k16=(*a*16+*a*17+*a*18+*a*19+*a*20+*a*21) mod 2 = 4 mod 2 = 0;

Как мы видим, контрольные биты под номерами: 1, 2, 8 не совпадают с 0. Теперь просто сложив номера позиций неправильных контрольных бит (1 + 2 + 8 = 11) мы получаем позицию ошибочного бита. Теперь просто инвертировав его и отбросив контрольные биты, мы получим исходное сообщение в первозданном виде! Абсолютно аналогично поступаем со второй частью сообщения.

#### Обнаружение 2-х ошибок.

Рассмотренный выше алгоритм позволяет исправлять только одну ошибку. Рассмотрим, что будет, если в сообщении будет сразу 2 ошибки (11-ый и 7-ой биты переданы неправильно):

Исходное сообщение: Полученное сообщение:  
![https://habrastorage.org/storage2/719/e5c/30a/719e5c30a55f74f58db64960cbe01191.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAKMAAAApCAIAAADWJQ5pAAAABGdBTUEAALGPC/xhBQAAAAFzUkdCAK7OHOkAAAKoSURBVHja7ZuxbsIwEIbvgbI4Qx6DlYzwBOzADkufAHiASnmCio6dM9PSpXMXqgpVAimVEyd2kjN1kg5t8ls3wOHL396nM7nY0PPxFTYEo+fj69PhBDONiD6OL30ykAZpkAZpkAZpkAbpHyyeCRptQBqkQRqkQfo/ko5GlI1g9jAA0o+LQP2/NN0NiXQB+G5MNI76Tno79Rdx+jpeCspfD2z13kxIrO6Hs3rL4g4jkO4raVnKeoB0X0nvQk0XNT0Q0lGImu716p0CTjuN5WI6GNJ4Gorn3iAN0iAN0iBtJ00YfR+oad56VtBYvUEapEEapEEapEEapP846XgeJETneaydD6szUZLa+0Y7vfxW3jwhxIQfTvdzec7CK1+TCbc43dU7CVVIs4dDLCdGsr3IYLk3w6/5n325PdPd6a7+E+noXUKK3oSJKnPG2SZEQsGbPCIijwR5uTM/N8KHpzOjmTAB8OH2azqpdxOqkN5Oi9zJDSixfrzt3K59M9fbC9E1n5mQ+LLPbOh0UXddveMSKpnfycH4SBaWTNDkjj/4Vw435njGNZlwi7OpekuhCmlzI/m4X/tpDbFO463OtaQbnvOPvnyzrPccFQenu3o70nI1Fqu4/JFcJPUOYzm5DqTZcNbZQr2dUIV0+ZCXyiPrZHP9uRSJv/g0SF8tM92d7uq/Qvp0GNdzLQ/7dSCtwllnC/V2QjdJy03lGmnldCD9cg5/nfQtddQ0ahrf0/ieLu69VXuj8y5vX0ebejbdSPPhvLOpelsh5t5bpVKnmHWyuZb33pddnXoH0g3U3bqsxDAFTHe0WZNTaUmLLoUNL36ioYaXX9Or/3TD4nRU7ypk7aezfsbmlADMoTKu++msxbLNdHc2UcczMjwjg4E0SIM0SP8b0rAh2DdMCJFzSbIpMgAAAABJRU5ErkJggg==) ![](data:image/png;base64,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)

Проверим контрольные биты полученного сообщения:

k1= *a*1+*a*3+*a*5+*a*7+*a*9+*a*11+*a*13+*a*15+*a*17+*a*19+*a*21) mod 2 = (1+0+1+1+0+1+0+1+1+1+1) mod 2 = 8 mod 2 = 0;

k2=(*a*2+*a*3+*a*6+*a*7+*a*10+*a*11+*a*114+*a*15+*a*18+*a*19) mod 2 = 6 mod 2 = 0;

k4= (*a*4+*a*5+ *a*6+*a*7+*a*12+*a*13+*a*14+*a*15+*a*20+*a*21) mod 2 = 5 mod 2 = 1; (ошибка)

k8= (*a*8+*a*9+ *a*10+*a*11+*a*12+*a*13+*a*14+*a*15) mod 2= 3 mod 2 = 1; (ошибка)

k16=(*a*16+*a*17+*a*18+*a*19+*a*20+*a*21) mod 2 = 4 mod 2 = 0;

Неверны контрольные биты k4 и k8. Сложим номера позиций неправильных контрольных битов (4 + 8 = 12), но в 12 бите нет ошибки. Что произошло?

7-ой бит контролируется разрядами (1, 2, 4); 11-ый бит – разрядами (1, 2, 8). В контрольных разрядах 1 и 2 сложились обе ошибки, а так как вычисление контрольных сумм выполняется по модулю 2, то ошибка не зафиксировалась.

Чтобы зафиксировать (но не исправить) появление 2-х ошибок, добавим еще один контрольный бит *a*0=, который контролирует все разряды. Вычислив контрольную сумму k0=, можно обнаружить 1 или 2 ошибки и исправить 1:

1. если все контрольные суммы k0=k1=k2=k4=k8=k16=0 – ошибки нет;
2. если k0=1, то обнаружена одна ошибка и ее положение в коде определяется контрольными битами k1, k2, k4, k8, k16;
3. если k0=0, а какие-либо из контрольных сумм k1, k2, k4, k8, k16 отличны от нуля, то фиксируется двойная ошибка, которая не может быть скорректирована. В этом случае сообщение нужно передать заново.

#### Заключение.

В данном примере, мы взяли длину информационного сообщения именно 16 бит, так как полагали, что она наиболее оптимальна для рассмотрения примера (не слишком длинная и не слишком короткая), но конечно же длину можно взять любую. Только стоит учитывать, что в данной простой версии алгоритма на одно информационное слово можно исправить только одну ошибку.

Можно построить коды, исправляющие 2, 3 и более ошибок (см. список литературы)

1. Обнаружить и исправить ошибку в принятых данных с помощью кода Хэмминга (33 балла)

Расчетным путем определите, в каком разряде принятых данных произошло искажение. Исходные данные для разных вариантов приведены в таблице 4. Исправьте ошибку, если она есть. Процесс вычисления искаженного бита следует подробно описать в отчете.

Таблица 4

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| Вар | *k1* | *k2* | *b1* | *k4* | *b2* | *b3* | *b4* | *k8* | *b5* | *b6* | *b7* | *b8* |
| бит | 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 | 9 | 10 | 11 | 12 |
| 1 | 1 | 1 | 0 | 0 | 1 | 0 | 0 | 1 | 1 | 0 | 0 | 1 |
| 2 | 1 | 1 | 1 | 0 | 0 | 1 | 0 | 0 | 0 | 0 | 0 | 1 |
| 3 | 1 | 1 | 0 | 0 | 1 | 1 | 0 | 1 | 0 | 1 | 1 | 1 |
| 4 | 0 | 1 | 1 | 0 | 0 | 1 | 1 | 0 | 0 | 0 | 1 | 1 |
| 5 | 1 | 0 | 1 | 0 | 1 | 0 | 0 | 0 | 1 | 0 | 1 | 1 |
| 6 | 1 | 1 | 1 | 0 | 0 | 0 | 1 | 0 | 0 | 1 | 1 | 1 |
| 7 | 0 | 0 | 0 | 0 | 0 | 1 | 0 | 1 | 1 | 0 | 0 | 1 |
| 8 | 0 | 0 | 1 | 1 | 1 | 1 | 0 | 1 | 0 | 0 | 0 | 0 |
| 9 | 0 | 1 | 0 | 1 | 0 | 0 | 0 | 1 | 0 | 1 | 1 | 1 |
| 10 | 0 | 0 | 1 | 0 | 0 | 0 | 0 | 0 | 0 | 1 | 0 | 1 |
| 11 | 0 | 0 | 0 | 1 | 1 | 1 | 1 | 0 | 0 | 1 | 0 | 1 |
| 12 | 0 | 0 | 0 | 1 | 1 | 1 | 0 | 0 | 0 | 0 | 0 | 1 |
| 13 | 0 | 1 | 0 | 1 | 0 | 1 | 1 | 0 | 0 | 0 | 1 | 1 |
| 14 | 0 | 1 | 0 | 0 | 0 | 0 | 1 | 1 | 0 | 1 | 0 | 1 |
| 15 | 1 | 1 | 0 | 1 | 0 | 1 | 1 | 0 | 0 | 1 | 0 | 0 |
| 16 | 0 | 0 | 0 | 0 | 1 | 0 | 0 | 1 | 0 | 0 | 1 | 1 |
| 17 | 1 | 1 | 1 | 1 | 0 | 0 | 1 | 1 | 0 | 0 | 1 | 0 |
| 18 | 1 | 0 | 0 | 0 | 1 | 0 | 1 | 0 | 1 | 1 | 0 | 0 |
| 19 | 0 | 0 | 0 | 1 | 0 | 1 | 1 | 1 | 0 | 1 | 1 | 1 |
| 20 | 1 | 1 | 1 | 0 | 1 | 1 | 0 | 1 | 0 | 0 | 1 | 0 |
| 21 | 1 | 0 | 1 | 0 | 0 | 0 | 1 | 0 | 1 | 0 | 0 | 1 |
| 22 | 0 | 1 | 0 | 0 | 1 | 1 | 0 | 0 | 0 | 1 | 1 | 0 |
| 23 | 1 | 1 | 0 | 1 | 0 | 0 | 1 | 0 | 0 | 0 | 0 | 0 |
| 24 | 0 | 1 | 1 | 0 | 0 | 1 | 0 | 0 | 0 | 0 | 1 | 1 |
| 25 | 0 | 1 | 0 | 0 | 1 | 0 | 1 | 1 | 1 | 1 | 1 | 0 |
| 26 | 0 | 0 | 1 | 1 | 1 | 0 | 1 | 1 | 0 | 1 | 1 | 1 |
| 27 | 1 | 1 | 0 | 1 | 1 | 0 | 1 | 1 | 0 | 1 | 1 | 1 |
| 28 | 1 | 1 | 1 | 0 | 0 | 1 | 0 | 1 | 1 | 0 | 1 | 1 |
| 29 | 1 | 0 | 1 | 1 | 1 | 1 | 1 | 1 | 0 | 1 | 0 | 0 |
| 30 | 1 | 0 | 0 | 0 | 0 | 0 | 1 | 1 | 1 | 0 | 1 | 1 |
| 31 | 0 | 1 | 0 | 0 | 1 | 1 | 1 | 0 | 0 | 1 | 0 | 1 |
| 32 | 1 | 0 | 0 | 1 | 0 | 1 | 0 | 1 | 0 | 0 | 1 | 0 |

**Контрольные вопросы**

1. Можно ли исправить возникшую ошибку в передаваемых данных, если для помехоустойчивого кодирования используется лишь единственный бит паритета?
2. Запишите формулы для формирования контрольных битов с помощью кода Хэмминга.
3. Для чего используется QR код?
4. Как рассчитывается слово синдрома в коде Хэмминга?
5. К чему приведет искажение контрольного бита при использовании кода Хэмминга?
6. Нужно ли исправлять контрольные биты?
7. Почему коды БЧХ называют избыточными?
8. Как проверить, правильно ли сформирован код БЧХ на передающей стороне?
9. Что такое вес остатка?
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